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Beginning Spring Boot 2

Applications and Microservices with the Spring Framework

The Spring framework is a very popular and widely used Java framework for building web and enterprise applications. Spring at its core is a dependency injection container that provides flexibility to configure beans in multiple ways, such as XML, Annotations, and JavaConfig.

Overview of the Spring Framework

If you are a Java developer, then there is a good chance that you have heard about the Spring framework and have used it in your projects. The Spring framework was created primarily as a dependency injection container, but it is much more than that.

Along with the Spring framework, there are many other Spring sub-projects that help build applications that address modern business needs:

• **Spring Data:** Simplifies data access from relational and NoSQL datastores.

• **Spring Batch:** Provides a powerful batch-processing framework.

• **Spring Security:** Robust security framework to secure applications.

Se puede configurar en xml, pero lo que es mas normal es configurarlo con annotation. **Annotation-Based Configuration:**

**@Service**

public class **UserService** {

private UserDao userDao;

**@Autowired**

public UserService(UserDao dao){

this.userDao = dao;

}

...

...

}

Y Java Based Configuration es cuando defines los Beans.Example of a **JavaConfig-Based Configuration:**

**@Configuration**

public class **AppConfig** {

**@Bean**

public **UserService** userService(UserDao dao){

return new UserService(dao);

}

**@Bean**

public **UserDao** userDao(DataSource dataSource){

return new JdbcUserDao(dataSource);

}

}

…

\*\*\*\*\* **PARA PONER UNA VISTA EN SPRING BOOT PROJECT** es: **src/main/webapp/WEB-INF/views/index.html**

Y la URL es: **//localhost:8080/springmvcjpa-demo**

This is a simple SpringMVC controller with one request handler method for URL /, which returns the view named index.html.

-------> Create a HTML view called **index.html**. By default, Spring Boot serves the static content from the **src/main/public/** and **src/main/static/** directories. So create **index.html** in **src/main/public/**, as shown:**src/main/public/index.html**

<!DOCTYPE html>

<html>

<head>

<meta charset="utf-8"/>

<title>Home</title>

</head>

<body>

<h2>Hello World!!</h2>

</body>

</html>

<http://localhost:8080/>

**mvn spring-boot:run**

What Is Spring Boot?

Spring Boot is an opinionated framework that helps developers build Spring-based applications quickly and easily. The main goal of Spring Boot is to quickly create Spring-based applications without requiring developers to write the same boilerplate configuration again and again. The key Spring Boot features include:

• Spring Boot starters

• Spring Boot autoconfiguration

• Elegant configuration management

• Spring Boot actuator

• Easy-to-use embedded servlet container support

Spring Boot Autoconfiguration

Spring Boot addresses the problem that Spring applications need complex configuration by eliminating the need to manually set up the boilerplate configuration. Spring Boot takes an opinionated view of the application and configures various components automatically, by registering beans based on various criteria. The criteria can be:

• Availability of a particular class in a classpath

• Presence or absence of a Spring bean

• Presence of a system property

• Absence of a configuration file

For example, if you have the spring-webmvc dependency in your classpath, Spring Boot assumes you are trying to build a SpringMVC-based web application and automatically tries to register DispatcherServlet if it is not already registered. If you have any embedded database drivers in the classpath, such as H2 or HSQL, and if you haven’t configured a DataSource bean explicitly, then Spring Boot will automatically register a DataSource bean using in-memory database settings.

Elegant Configuration Management

Spring supports externalizing configurable properties using the @PropertySource configuration.

Easy-to-Use Embedded Servlet Container Support

Traditionally, while building web applications, you need to create WAR type modules and then deploy them on external servers like Tomcat, WildFly, etc. But by using Spring Boot, you can create a JAR type module and embed the servlet container in the application very easily so that the application will be a self-contained deployment unit. Also, during development, you can easily run the Spring Boot JAR type module as a Java application from the IDE or from the command-line using a build tool like Maven or Gradle.

public **@interface** **SpringBootApplication** {

....

....

}

The @**SpringBootConfiguration** is another composed annotation with the **@Configuration** annotation. Here are the meanings of these annotations:

• @**Configuration** indicates that this class is a Spring configuration class.

• @**ComponentScan** enables component scanning for Spring beans in the package in which the current class is defined.

• @**EnableAutoConfiguration** triggers Spring Boot’s autoconfiguration mechanisms.

Tengo 1 main package: package **com.mycompany.myproject**;

It is highly recommended that you put the main entry point class in the root package, say in **com.mycompany.myproject**, so that the **@EnableAutoConfiguration** and **@ComponentScan** annotations will scan for Spring beans, JPA entities, etc., in the root and all of its sub-packages automatically. If you have an entry point class in a nested package, you might need to specify the basePackages to scan for Spring components explicitly

Main Class **com.mycompany.myproject.config.Application.java** in a Non-Root Package **package com.mycompany.myproject.config**;

@Configuration

@EnableAutoConfiguration

@ComponentScan(**basePackages = "com.mycompany.myproject"**)

@EntityScan(**basePackageClasses=Person.class**)

public class **Application** {

public static void **main**(String[] args) {

**SpringApplication**.**run**(**Application.class**, args);

}

}

Here, the Application.java main class is in the **com.mycompany.myproject.config** package, which is not the root package. So, you need to specify **@ComponentScan(basePackages = "com.mycompany.myproject")** so that Spring Boot will scan **com.mycompany.myproject** and all of its sub-packages for Spring components. Also, we specified **@EntityScan**(**basePackageClasses=Person.class**) so that Spring Boot will scan for JPA entities under the package where **Person.class** exists.

Fat JAR Using the Spring Boot Maven Plugin

You can run your application directly from the IDE or use Maven spring-boot:run during development, but ultimately you need to create a deployment unit that can be run in the production environment without any IDE support. You can use spring-boot-maven-plugin to create a single deployment unit (a fat JAR) by executing the following Maven goals.

**mvn clean package**

Now there are two interesting files in the target directory—springboot-basic-1.0-SNAPSHOT.jar and springboot-basic-1.0-SNAPSHOT.jar.original. The springboot-basic-1.0-SNAPSHOT.jar.original file will contain only the compiled classes and classpath resources.

But if you look at springboot-basic-1.0-SNAPSHOT.jar, you find the following:

• Compiled classes of your own source code in src/main/java and static resources from src/main/resources will be in the BOOT-INF/classes directory

• All the dependent JARs in the BOOT-INF/lib directory

• Classes in the org.springframework.boot.loader package that do the Spring Boot magic of running the Spring Boot application

You can run the application using the following command:

**java -jar springboot-basic-1.0-SNAPSHOT.jar**

**GRADLE**: Now you can run the application by using the gradle bootRun command. You can also use the gradle build command, which generates the fat JAR in the build/libs directory.

**Maven or Gradle?**

In the Java world, Maven and Gradle are the two most popular build tools. Maven was released in 2004 and is used widely by many developers. Gradle was released in 2012 and it’s more powerful and easy to customize.

**THE PROFILE FEATURE**

**@Configuration**

public class **AppConfig** {

@Bean

**@Profile("DEV")**

public **DataSource** devDataSource() {

...

}

@Bean

**@Profile("PROD")**

public **DataSource** prodDataSource() {

...

}

}

With this configuration, you can specify the active profile using the **-Dspring.profiles.active=DEV** system property.

Logging

Logging is a very important part of any application and it helps with debugging issues. Spring Boot, by default, includes spring-boot-starter-logging as a transitive dependency for the spring-boot-starter module. By default, Spring Boot includes SLF4J along with Logback implementations. Spring Boot has a

LoggingSystem abstraction that automatically configures logging based on the logging configuration files available in the classpath. If Logback is available, Spring Boot will choose it as the logging handler. You can easily configure logging levels within the application.properties file without having to create logging provider specific configuration files such as logback.xml or log4j.properties.

logging.level.org.springframework.web=INFO

logging.level.org.hibernate=ERROR

logging.level.com.apress=DEBUG

If you want to log the data into a file in addition to the console, specify the filename as follows:

logging.path=/var/logs/app.log

or

logging.file=myapp.log

If you want to have more control over the logging configuration, create the logging provider specific configuration files in their default locations, which Spring Boot will automatically use. For example, if you place the logback.xml file in the root classpath, Spring Boot will automatically use it

to configure the logging system.

If you want to use other logging libraries, such as Log4J or Log4j2, instead of Logback, you can exclude spring-boot-starter-logging and include the respective logging starter, as follows:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter</artifactId>

<exclusions>

<exclusion>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-logging</artifactId>

</exclusion>

</exclusions>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-log4j</artifactId>

</dependency>

Now you can add the log4j.properties file to the root classpath, which Spring Boot will automatically use for logging.

Externalizing Configuration Properties

Typically you will want to externalize configuration parameters into separate properties or XML files instead of burying them inside code so that you can easily change them based on the environment of the application. Spring provides the **@PropertySource** annotation to specify the list of configuration files.

Spring Boot takes it one step further by automatically registering a **PropertyPlaceHolderConfigurer** bean using the **application.properties** file in the root classpath by default. You can also create profile specific configuration files using the filename as application-{**profile**}.properties.

For example, you can have application.properties, which contains the default properties values, **application-dev.properties**, which contains the dev profile configuration, and application-**prod**.properties, which contains the production profile configuration values. If you want to configure properties that are common for all the profiles, you can configure them in **application-default.properties**.

Type-Safe Configuration Properties

Spring provides the **@Value** annotation to bind any property value to a bean property. Suppose you had the following **application.properties** file:

jdbc.driver=com.mysql.jdbc.Driver

jdbc.url=jdbc:mysql://localhost:3306/test

jdbc.username=root

jdbc.password=secret

You can bind these property values into bean properties using **@Value** as follows:

**@Configuration**

public class **AppConfig** {

**@Value("${jdbc.driver}")**

private String driver;

**@Value("${jdbc.url}")**

private String url;

**@Value("${jdbc.username}")**

private String username;

**@Value("${jdbc.password}")**

private String password;

…

}

But binding each property using **@Value** is a tedious process. So, Spring Boot introduced a mechanism to bind a set of properties to a bean's properties automatically in a type-safe manner. Suppose you have the previous JDBC parameters and a **DataSourceConfig** class as follows:

public class **DataSourceConfig** {

private String driver;

private String url;

private String username;

private String password;

//setters and getters

}

Now you can simply annotate **DataSourceConfig** with **@ConfigurationProperties(prefix="jdbc")** to automatically bind the properties that start with jdbc.\*.

**@Component**

**@ConfigurationProperties(prefix="jdbc")**

public class DataSourceConfig {

...

...

**Validating Properties with the Bean Validation API**

You can use Bean Validation API annotations such as **@NotNull,@Min, @Max**, etc., to validate the property’s values.

**@Component**

**@ConfigurationProperties(prefix="support")**

public class **Support** {

**@NotNull**

private String applicationName;

**@NotNull**

**@Email**

private String email;

}

Customizing the Banner

The banner that is printed on start up can be changed by adding a banner.txt file to your classpath or by setting the **spring.banner.location property** to the location of such a file. If the file has an encoding other than UTF-8, you can set **spring.banner.charset**. In addition to a text file, you can also add a banner.gif, banner.jpg, or banner.png image file to your classpath or set the spring.banner.image.location property. Images are converted into an ASCII art representation and printed above any text banner.

Inside your banner.txt file, you can use any of the following placeholders:

| **Table 4. Banner variables** | |
| --- | --- |
| **Variable** | **Description** |
| ${application.version} | The version number of your application, as declared in MANIFEST.MF. For example, Implementation-Version: 1.0 is printed as 1.0. |
| ${application.formatted-version} | The version number of your application, as declared in MANIFEST.MF and formatted for display (surrounded with brackets and prefixed with v). For example (v1.0). |
| ${spring-boot.version} | The Spring Boot version that you are using. For example 2.2.5.RELEASE. |
| ${spring-boot.formatted-version} | The Spring Boot version that you are using, formatted for display (surrounded with brackets and prefixed with v). For example (v2.2.5.RELEASE). |
| ${Ansi.NAME} (or ${AnsiColor.NAME}, ${AnsiBackground.NAME}, ${AnsiStyle.NAME}) | Where NAME is the name of an ANSI escape code. See [AnsiPropertySource](https://github.com/spring-projects/spring-boot/tree/v2.2.5.RELEASE/spring-boot-project/spring-boot/src/main/java/org/springframework/boot/ansi/AnsiPropertySource.java) for details. |
| ${application.title} | The title of your application, as declared in MANIFEST.MF. For example Implementation-Title: MyApp is printed as MyApp. |

|  |  |
| --- | --- |
|  | The SpringApplication.setBanner(…​) method can be used if you want to generate a banner programmatically. Use the org.springframework.boot.Banner interface and implement your own printBanner() method. |

You can also use the spring.main.banner-mode property to determine if the banner has to be printed on System.out (console), sent to the configured logger (log), or not produced at all (off).

The printed banner is registered as a singleton bean under the following name: springBootBanner.

#### Customizing SpringApplication

If the SpringApplication defaults are not to your taste, you can instead create a local instance and customize it. For example, to turn off the banner, you could write:

**public** **static** **void** **main**(String[] args) {

SpringApplication app = **new** SpringApplication(MySpringConfiguration.class);

app.setBannerMode(Banner.Mode.OFF);

app.run(args);

}

The constructor arguments passed to SpringApplication are configuration sources for Spring beans. In most cases, these are references to **@Configuration** classes, but they could also be references to XML configuration or to packages that should be scanned.

It is also possible to configure the SpringApplication by using an application.properties file. See [Externalized Configuration](https://docs.spring.io/spring-boot/docs/current/reference/htmlsingle/#boot-features-external-config) for details.

For a complete list of the configuration options, see the [SpringApplication Javadoc](https://docs.spring.io/spring-boot/docs/2.2.5.RELEASE/api/org/springframework/boot/SpringApplication.html).

**SPRING BOOT Y LAS BASES DE DATOS**

To add the H2 database driver to the pom.xml file, you use the following:

<dependency>

<groupId>**com.h2database**</groupId>

<artifactId>**h2**</artifactId>

</dependency>

Create schema.sql in src/main/resources, as follows:

**CREATE TABLE users (**

**id int(11) NOT NULL AUTO\_INCREMENT,**

**name varchar(100) NOT NULL,**

**email varchar(100) DEFAULT NULL,**

**PRIMARY KEY (id)**

**);**

Create data.sql in src/main/resources, as follows:

insert into users(id, name, email) values(1,'John','john@gmail.com');

insert into users(id, name, email) values(2,'Rod','rod@gmail.com');

insert into users(id, name, email) values(3,'Mike','mike@gmail.com');

Using Spring Data JPA with Spring Boot

Now that you’ve had a glimpse of what Spring Data JPA is and what kind of features it provides, this section shows you how to put it into action.

1. Create a Spring Boot Maven project and add the following dependencies.

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>**spring-boot-starter-data-jpa**</artifactId>

</dependency>

<dependency>

<groupId>com.h2database</groupId>

<artifactId>**h2**</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>**spring-boot-starter-test**</artifactId>

<scope>test</scope>

</dependency>

</dependencies>

2. Create a JPA entity called User and a JPA repository interface called **UserRepository**.

3. Create a user JPA entity. JPA Entity User.java:

**@Entity**

**@Table(name="USERS")**

public class **User** {

**@Id**

**@GeneratedValue(strategy=GenerationType.AUTO)**

private Integer id;

**@Column(nullable=false)**

private String name;

**@Column(nullable=false, unique=true)**

private String email;

private boolean disabled;

//setters and getters

}

4. Create the UserRepository interface by extending the JpaRepository interface,

JPA Repository Interface **UserRepository.java**

public interface **UserRepository** extends **JpaRepository**<User, Integer> { }

5. You can now populate some sample data using the SQL script src/main/resources/data.sql:

**insert into users(id, name, email,disabled) values (1,'John','john@gmail.com', false);**

Since you configured the in-memory database (**H2**) driver, Spring Boot automatically registers a DataSource. Since you added the spring-boot-starter-data-jpa dependency, Spring Boot autoconfiguration takes care of creating the JPA related beans like LocalContainerEntityManagerFactoryBean, TransactionManager, etc., automatically with sensible defaults.

6. Create a Spring Boot entry point class called **SpringbootJPADemoApplication.java. SpringbootJPADemoApplication.java**

**@SpringBootApplication**

public class **SpringbootJPADemoApplication** {

public static void **main**(String[] args) {

**SpringApplication**.run(SpringbootJPADemoApplication.class, args);

}

}

7. Create a JUnit test class for testing the **UserRepository** methods. **SpringbootJPADemoApplicationTests.java**

**@RunWith(SpringRunner.class)**

**@SpringBootTest**

public class **SpringbootJPADemoApplicationTests** {

**@Autowired**

private UserRepository userRepository;

**@Test**

public void findAllUsers() {

List<User> users = userRepository.findAll();

assertNotNull(users);

assertTrue(!users.isEmpty());

}

Add Dynamic Query Methods

Now you’ll add some finder methods to see how dynamic query generation based on method names works. To get a user by name, use this:

User findByName(String name)

To search for users by name, use this: List<User> findByNameLike(String name)

The preceding method generates a where clause like where u.name like ?1.

Suppose you want to do a wildcard search, such as where u.name like %?1%. You can use @Query as follows:

@Query("select u from User u where u.name like %?1%")

List<User> searchByName(String name)

**CHAPTER 10: Web Applications with Spring Boot**

Spring MVC is the most popular Java web framework based on the **Model-View-Controller (MVC)** design pattern. Since the Spring 3.0 version, Spring MVC has provided annotation based request mapping capabilities using **@Controller** and **@RequestMapping**.

Introducing SpringMVC

Spring MVC is a powerful web framework built on MVC and front controller design patterns. Spring MVC provides DispatcherServlet, which acts as a front controller by receiving all the requests and delegates the processing to request handlers (controllers). Once the processing is done, ViewResolver will render a view based on the view name.

Spring MVC provides annotation-based mapping support to map request URL patterns to handler classes using @Controller and @RequestMapping annotations

SpringMVC Annotation-Based Controller

**@Controller**

public class HomeController {

**@RequestMapping(value="/home", method=RequestMethod.GET)**

public String home(Model model) {

model.addAttribute("message", "Hello Spring MVC!!");

return "home";

}

}

The **@Controller** annotation on the HomeController class marks it as a request handler Spring component and the home() method will handle the GET requests to the /home URL. The ViewResolver will resolve the logical view name "home" to a view template, say **/WEB-INF/views/home.html**, and then render the view.

Developing Web Application Using Spring Boot

Spring Boot provides the Web starter spring-boot-starter-web for developing web applications using Spring MVC. Spring Boot autoconfiguration registers the SpringMVC beans like DispatcherServlet, ViewResolvers, ExceptionHandlers, etc. You can develop a Spring Boot web application as a JAR type

module using an embedded servlet container or as a WAR type module, which can be deployed on any external servlet container.

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>**spring-boot-starter-web**</artifactId>

</dependency>

The spring-boot-starter-web starter by default configures DispatcherServlet to the URL pattern "/" and adds Tomcat as the embedded servlet container, which runs on port 8080. Spring Boot by default serves the static resources (HTML, CSS, JS, images, etc.) from the following CLASSPATH locations:

• /static

• /public

• /resources

• /META-INF/resources

**SPRING BOOT Y BOOTSTRAP**

1. Create a Spring Boot Maven project with the Web starter and add the Bootstrap WebJars dependency.

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>**spring-boot-starter-web**</artifactId>

</dependency>

<dependency>

<groupId>org.webjars.bower</groupId>

<artifactId>**bootstrap**</artifactId>

<version>3.3.7</version>

</dependency>

</dependencies>

2. Create the styles.css stylesheet in the src/main/resources/static/css folder.

body {

background-color: #A7A5A4;

padding-top: 50px;

}

3. Copy an image, such as spring-boot.png, into the src/main/resources/static/images folder.

4. Create the index.html file in the src/main/resources/public folder and add bootstrap.css to the index.html file. Use the Bootstrap navigation bar component.

<!DOCTYPE html>

<html>

<head>

<meta charset="utf-8" />

<title>Home</title>

<link rel="stylesheet" href="webjars/bootstrap/3.3.7 /css/bootstrap.css" />

<link rel="stylesheet" href="css/styles.css" />

</head>

<body>

<nav class="navbar navbar-inverse navbar-fixed-top">

<div class="container">

<div class="navbar-header">

<button type="button" class="navbar-toggle collapsed"

data-toggle="collapse" data-target="#navbar"

aria-expanded="false" aria-controls="navbar">

<span class="sr-only">Toggle navigation</span>

<span class="icon-bar"></span>

<span class="icon-bar"></span>

<span class="icon-bar"></span>

</button>

<a class="navbar-brand" href="#">Project name</a>

</div>

<div id="navbar" class="collapse navbar-collapse">

<ul class="nav navbar-nav">

<li class="active">

<a href="#">Home</a>

</li>

<li>

<a href="#about">About</a>

</li>

<li>

<a href="#contact">Contact</a>

</li>

</ul>

</div>

</div>

</nav>

<div class="container">

<h2>Hello World!!</h2>

<img alt="SpringBoot" src="images/spring-boot.png" />

</div>

</body>

</html>

5. Create an application entry point class.

@SpringBootApplication

public class SpringbootWebDemoApplication {

public static void main(String[] args) {

SpringApplication.run(SpringbootWebDemoApplication.class, args);

}

}

Now run the SpringbootWebDemoApplication and navigate to http://localhost:8080/

**COMO ALTERAR LA URL**

By default, the Spring Boot Web starter uses Tomcat as the embedded servlet container and runs on port 8080. However, you can customize the server properties using server.\* in application.properties.

server.port=9090

server.servlet.context-path=/demo

server.servlet.path=/app

With these customizations, DispatcherServlet is configured to handle the URL pattern /app, the root contextPath will be /demo, and Tomcat now runs on port 9090. So, you would access the index.html file at http://localhost:9090/demo/app/.

Using the Tomcat, Jetty, and Undertow Embedded Servlet Containers

As mentioned, the Spring Boot Web starter includes Tomcat as the embedded servlet container by default.

Instead of Tomcat, though, you can use other servlet containers like **Jetty** or **Undertow**.

To use Jetty as the embedded container, you simply need to exclude spring-boot-starter-tomcat and add spring-boot-starter-jetty.

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

**<exclusions>**

**<exclusion>**

**<groupId>org.springframework.boot</groupId>**

**<artifactId>spring-boot-starter-tomcat</artifactId>**

**</exclusion>**

**</exclusions>**

</dependency>

**<dependency>**

**<groupId>org.springframework.boot</groupId>**

**<artifactId>spring-boot-starter-jetty</artifactId>**

**</dependency>**

Undertow (http://undertow.io/) is a web server written in Java. It provides blocking and non-blocking APIs based on NIO. Spring Boot provides autoconfiguration support for the Undertow server as well. Similar to what you saw with Jetty, you can configure Spring Boot to use the Undertow embedded server instead of Tomcat as follows:

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

**<exclusions>**

**<exclusion>**

**<artifactId>spring-boot-starter-tomcat</artifactId>**

**<groupId>org.springframework.boot</groupId>**

**</exclusion>**

**</exclusions>**

</dependency>

**<dependency>**

**<groupId>org.springframework.boot</groupId>**

**<artifactId>spring-boot-starter-undertow</artifactId>**

**</dependency>**

You can customize various properties of the Tomcat, Jetty, and Undertow servlet containers using the **server.tomcat**.\* , server.jetty.\*, and server.undertow.\* properties, respectively.

server.tomcat.accesslog.directory=logs # Directory in which log files are created.

server.tomcat.accesslog.enabled=false # Enable access log.

server.tomcat.accesslog.file-date-format=.yyyy-MM-dd # Date format to place in log file name.

server.tomcat.basedir= # Tomcat base directory. If not specified a temporary directory will be used.

server.tomcat.max-connections= # Maximum number of connections that the server will accept and process at any given time.

server.tomcat.max-http-header-size=0 # Maximum size in bytes of the HTTP message header.

server.tomcat.max-http-post-size=0 # Maximum size in bytes of the HTTP post content.

server.tomcat.max-threads=0 # Maximum amount of worker threads.

server.tomcat.min-spare-threads=0 # Minimum amount of worker threads.

server.tomcat.port-header=X-Forwarded-Port # Name of the HTTP header used to override the original port value.

Spring Boot Web Application as a Deployable WAR

The Spring Boot web application can be developed using WAR type packaging also. The first thing you do if you want to build a deployable WAR file is change the packaging type. If you are using Maven, then in pom.xml, change the packaging type to war.

**<packaging>war</packaging>**

If you are using Gradle, you need to apply the WAR plugin.

**apply plugin: 'war'**

When you add the **spring-boot-starter-web** dependency. It will transitively add the **spring-bootstarter-tomcat** dependency as well. So you need to add **spring-boot-starter-tomcat** as the provided scope so that it won’t get packaged inside the **WAR** file.

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>**spring-boot-starter-tomcat**</artifactId>

<scope>provided</scope>

</dependency>

If you are using Gradle, add spring-boot-starter-tomcat with the providedRuntime scope as follows:

dependencies {

...

providedRuntime 'org.springframework.boot:spring-boot-starter-tomcat'

...

}

Finally, you need to provide a SpringBootServletInitializer sub-class and override its configure() method. You can simply make your application’s entry point class extend SpringBootServletInitializer Implementing SpringBootServletInitializer

**@SpringBootApplication**

public class **SpringbootWebDemoApplication** extends **SpringBootServletInitializer** {

**@Override**

protected SpringApplicationBuilder **configure**(SpringApplicationBuilder application) {

return application.sources(SpringbootWebDemoApplication.class);

}

public static void **main**(String[] args) throws **Exception** {

SpringApplication.run(SpringbootWebDemoApplication.class, args);

}

}

Now running the Maven/Gradle build tool will produce a WAR file that can be deployed on an external server.

**CHAPTER 11**

**Building REST APIs Using Spring Boot**

REST (REpresentational State Transfer) is an architectural style for building distributed systems that provide interoperability between heterogeneous systems.

SpringMVC provides first-class support for building RESTful web services. As Spring’s REST support is built on top of SpringMVC, you can leverage the knowledge of SpringMVC for building REST APIs. Spring Data REST is a spring portfolio project that can be used to expose Spring Data repositories

as REST endpoints.

\*\*\* The most commonly used data exchange formats (ContentTypes) are JSON and XML. The typical practice of determining the input request content and output response types in web based systems are based on the **ContentType** and **Accept** header values.

REST API Using SpringMVC

SpringMVC provides support for building RESTful web services and Spring Boot makes it much easier with its autoconfiguration mechanism: SpringMVC-based REST endpoint.

@Controller

public class PostController {

@Autowired

PostRepository postRepository;

**@ResponseBody**

@GetMapping("/posts")

public List<Post> listPosts() {

return postRepository.findAll();

}

}

If all of your handler methods are REST endpoint handler methods, you can have a @**ResponseBody** at the class level instead of adding it to each method. Even better, you can use @**RestController**, which is a composed annotation of @**Controller** and @**ResponseBody**.

**PROJECT: REST API for a simple blog application using Spring Data JPA, SpringMVC, and, Spring Boot**

**1. Create a Spring Boot project and configure the Web and JPA starters. Create a Spring Boot Maven project and add the following starters:**

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>com.h2database</groupId>

<artifactId>h2</artifactId>

</dependency>

**2. Create these resources as JPA entities**

**@Entity**

**@Table(name = "USERS")**

public class **User** {

**@Id**

**@GeneratedValue(strategy = GenerationType.IDENTITY)**

private Integer id;

**@Column(name = "name", nullable = false, length = 150)**

private String name;

…

//setters & getters

}

**@Entity**

**@Table(name = "POSTS")**

public class **Post** {

**@Id**

**@GeneratedValue(strategy = GenerationType.IDENTITY)**

private Integer id;

**@Column(name = "title", nullable = false, length = 150)**

private String title;

**@Lob // que es Lob???**

**@Column(name = "content", nullable = false, columnDefinition="TEXT")**

private String content;

**@Temporal(TemporalType.TIMESTAMP)**

**@Column(name="created\_on")**

private Date createdOn = new Date();

**@OneToMany // UN POST TIENE VARIOS COMENTARIOS**

**@JoinColumn(name="post\_id")**

private List<Comment> comments;

//setters & getters

}

**@Entity**

**@Table(name = "COMMENTS")**

public class **Comment** {

**@Id**

**@GeneratedValue(strategy = GenerationType.IDENTITY)**

private Integer id;

**@Column(name = "name", nullable = false, length = 150)**

private String name;

**@Column(name = "email", nullable = false, length = 150)**

private String email;

**@Lob**

**@Column(name = "content", nullable = false, columnDefinition="TEXT")**

private String content;

**3. Now you create the Spring Data JPA repositories for the JPA entities you just created**

public class **UserRepository** extends **JpaRepository**<**User**, Integer> { }

public class **PostRepository** extends **JpaRepository**<**Post**, Integer> { }

public class **CommentRepository** extends **JpaRepository**<**Comment**, Integer> { }

**4. Now you create a SpringMVC controller to implement all the Post resource related REST endpoints:**

**@RestController**

**@RequestMapping(value="/posts")**

public class **PostController** {

**@Autowired**

PostRepository postRepository;

**@Autowired**

CommentRepository commentRepository;

...

...

}

**\*\*\*** you need to create a custom exception class, called **ResourceNotFoundException**

**@ResponseStatus(HttpStatus.NOT\_FOUND)**

public class **ResourceNotFoundException** extends **RuntimeException** {

public **ResourceNotFoundException**() {

this("Resource not found!");

}

public **ResourceNotFoundException**(String message) {

this(message, null);

}

public **ResourceNotFoundException**(String message, Throwable cause) {

super(message, cause);

}

}

Note that the example annotates the ResourceNotFoundException class with @ResponseStatus(HttpStatus.NOT\_FOUND) so that when the request handler

method throws ResourceNotFoundException.

**\*\*\*** implementing the endpoint for creating a new post > If the POST creation is successful, you return the appropriate HTTP status code (201 CREATED) along with newly created post as the Response body.

**@ResponseStatus(HttpStatus.CREATED)**

**@PostMapping("")**

public Post **createPost**(@**RequestBody** Post post) {

return postRepository.save(post);

}

**\*\*\*\*\*** you will implement the endpoint for fetching a post for the given ID for which the endpoint URL will be GET [http://localhost:8080/posts/{id}](http://localhost:8080/posts/%7bid%7d).

**@GetMapping(value="/{id}")**

public Post **getPost**(@**PathVariable**("id") Integer id) {

return postRepository.**findById**(id)

. **orElseThrow**(() -> new **ResourceNotFoundException**("No post found with id="+id));

}

This example is getting the Post object from the database for the given ID and throwing ResourceNotFoundException if the post is not found; otherwise, it

returns the POST object.

Next, you need to implement the endpoint for updating a post for the given ID for which the endpoint URL will be PUT http://localhost:8080/posts/{id}.

**@PutMapping("/{id}")**

public Post **updatePost**(@**PathVariable**("id") Integer id, @**RequestBody** Post post) {

postRepository.**findById**(id).**orElseThrow**(() -> new **ResourceNotFoundException**("No post found with id="+id));

return **postRepository**.save(post);

}

The example gets the Post object from the database for the given ID and throws the ResourceNotFoundException if the post not found, otherwise updating the post. Similarly, you can implement the endpoint by deleting a post using the HTTP DELETE method at the URI http://localhost:8080/posts/{id}, as follows:

**@DeleteMapping("/{id}")**

public void **deletePost**(@**PathVariable**("id") Integer id) {

Post post = postRepository.findById(id).orElseThrow(() -> new ResourceNotFoundException("No post found with id="+id));

postRepository.deleteById(post.getId());

}

Note that you are not returning any content to the client, so on successful deletion of the post, the HTTP 200 OK status code will be sent.

**\*\*\*\*\*** You can also add validation for the REST endpoint handler methods, similar to SpringMVC controllers for traditional web applications.

**@ResponseStatus(HttpStatus.CREATED)**

**@PostMapping(value="")**

public Post **createPost**(@**RequestBody** @Valid Post post, BindingResult result) {

if(result.**hasErrors**()){

//handle errors

//throw Exception with Invalid data details

}

return **postRepository**.save(post);

}

This example adds the @**Valid** annotation to the method parameter Post so that the post object data will be validated against the Java Bean Validation Constraints defined on the POST properties

**\*\*\*\*\*** In addition to returning a arbitrary object from request handler methods, you can also return ResponseEntity/HttpEntity, which provides an easy way to set response headers and the status code.

Using ResponseEntity for Fine-Grained Control Over Responses

**@PostMapping("")**

public **ResponseEntity**<Post> **createPost**(@**RequestBody** @**Valid** Post post, **BindingResult** result) {

if(result.**hasErrors**()){

return new ResponseEntity<>(post, HttpStatus.BAD\_REQUEST);

}

Post savedPost = postRepository.save(post);

HttpHeaders responseHeaders = new HttpHeaders();

responseHeaders.set("MyResponseHeader1", "MyValue1");

responseHeaders.set("MyResponseHeader2", "MyValue2");

return new ResponseEntity<>(savedPost, responseHeaders, HttpStatus.CREATED);

}

You can also use Spring’s RestTemplate as a client to invoke RESTful services. Now you’ll test the REST endpoints you have implemented using RestTemplate. First, you need to populate some sample data using the SQL script

**src/test/resources/data.sql**

delete from users;

**INSERT INTO users (id, email, password, name) VALUES (1, 'admin@gmail.com', 'admin', 'Admin');**

insert into posts(id, title, content, created\_on, updated\_on) values (1, 'Introducing SpringBoot', 'SpringBoot is awesome', '2017-05-10', null);

insert into comments(id, post\_id, name, email, content, created\_on, updated\_on) values (1, 1, 'John','john@gmail.com', 'This is cool', '2017-05-10', null);

**\*\*\*\*\*** Now you’ll write a Spring Boot test that starts an embedded servlet container on a defined port (server.port value) and uses RestTemplate to invoke the REST API endpoints.

Testing REST Endpoints Using RestTemplate

**@RunWith(SpringRunner.class)**

**@SpringBootTest(webEnvironment = SpringBootTest.WebEnvironment.DEFINED\_PORT)**

public class **SpringbootMvcRestDemoApplicationTest** {

private static final String ROOT\_URL = "http://localhost:8080";

RestTemplate restTemplate = new RestTemplate();

**@Test**

public void **testGetAllPosts**() {

ResponseEntity<Post[]> responseEntity = restTemplate.getForEntity(ROOT\_URL+"/posts", Post[].class);

List<Post> posts = Arrays.asList(responseEntity.getBody());

assertNotNull(posts);

}

**@Test**

public void **testGetPostById**() {

Post post = restTemplate.getForObject(ROOT\_URL+"/posts/1", Post.class);

assertNotNull(post);

}

…

}

CORS (Cross-Origin Resource Sharing) Support

For security reasons, browsers don’t allow you to make AJAX requests to resources residing outside of the current origin. CORS specification (https://www.w3.org/TR/cors/) provides a way to specify which crossorigin requests are permitted. SpringMVC provides support for enabling CORS for REST API endpoints so that the API consumers, such as web clients and mobile devices, can make calls to REST APIs.

Class- and Method-Level CORS Configuration

You can enable CORS at the controller level or at the method level using the @CrossOrigin annotation. Now you’ll see how you can enable CORS support on a specific request handling method.

**@RestController**

public class **UserController** {

**@CrossOrigin**

**@GetMapping("/users/{id}")**

public User **getUser**(@**PathVariable** Long id) {

// ...

}

**@DeleteMapping("/users/{id}")**

public void **deleteUser**(@**PathVariable** Long id) {

// ...

}

}

**\*\*\*** You can customize these properties by providing options on the @CrossOrigin annotation.

@**CrossOrigin**(origins= {"http://domain1.com", "http://domain2.com"},

allowedHeaders="X-AUTH-TOKEN",

allowCredentials="false",

maxAge=15\*60,

methods={RequestMethod.GET, RequestMethod.POST } )

@**GetMapping**("/users/{id}")

public User **getUser**(@**PathVariable** Long id) {

// ...

}

**Using @JsonIgnore**

You can break the infinite recursion by adding the @JsonIgnore annotation on the back reference from the child object.

**@Entity**

**@Table(name = "COMMENTS")**

public class **Comment** {

...

**@JsonIgnore**

**@ManyToOne(optional=false)**

**@JoinColumn(name="post\_id")**

private Post post;

...

}

You can add @**JsonIgnore** on all the properties that you want to exclude from marshaling or you can use @**JsonIgnoreProperties** at the class level to list all the property names to ignore.

**WEBFLUX**

Reactive WebClient

Spring provides RestTemplate to invoke RESTful service endpoints, which support message converters so that HTTP requests can be made using Java objects instead of preparing an input request body with JSON or XML manually.

Spring WebFlux provides WebClient as a reactive alternative to RestTemplate that supports non-blocking. Instead of using InputStream and OutputStream for request processing, WebClient uses Flux<DataBuffer> as the request and the response body.

**\*\*\*\*\*** Invoking Reactive REST Endpoints Using WebClient

**WebClient** webClient = **WebClient.create**("http://localhost:"+port);

List<User> users = **webClient.get**().**uri**("/api/users").**accept**(MediaType.APPLICATION\_JSON).**exchange**()

.**flatMap**(response -> response.**bodyToFlux**(User.class).**collectList**()).block();

**COMO TESTEAR CON TESTRESTEMPLATE**

Spring REST Controller:

**@RestController**

public class **PingController** {

**@GetMapping("/ping")**

public String ping() {

return "OK";

}

}

Now if you run the application, you can invoke the REST endpoint [**http://localhost:8080/ping**](http://localhost:8080/ping), which gives the response "OK". Now you can write a test for the /ping endpoint.

import static org.assertj.core.api.Assertions.assertThat;

import org.junit.Test;

import org.junit.runner.RunWith;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.test.context.SpringBootTest;

import org.springframework.boot.test.context.SpringBootTest.WebEnvironment;

import org.springframework.boot.test.web.client.TestRestTemplate;

import org.springframework.http.HttpStatus;

import org.springframework.http.ResponseEntity;

import org.springframework.test.context.junit4.SpringRunner;

**@RunWith(SpringRunner.class)**

**@SpringBootTest(webEnvironment=WebEnvironment.RANDOM\_PORT)**

public class **PingControllerTests** {

**@Autowired**

TestRestTemplate restTemplate;

**@Test**

public void testPing() {

ResponseEntity<String> respEntity = restTemplate.getForEntity("/ping", String.class);

assertThat(respEntity.getStatusCode()).isEqualTo(HttpStatus.OK);

assertThat(respEntity.getBody()).isEqualTo("OK");

}

}

As you need to test the REST endpoint, you start the embedded servlet container by specifying the webEnvironment attribute of @SpringBootTest.

The default webEnvironment value is WebEnvironment.MOCK, which doesn’t start an embedded servlet container.

You can use various webEnvironment values based on how you want to run the tests.

• MOCK (default)—Loads a WebApplicationContext and provides a mock servlet environment. It will not start an embedded servlet container. If servlet APIs are not on your classpath, this mode will fall back to creating a regular non-web ApplicationContext.

• RANDOM\_PORT— Loads a ServletWebServerApplicationContext and starts an embedded servlet container listening on a random available port.

• DEFINED\_PORT—Loads a ServletWebServerApplicationContext and starts an embedded servlet container listening on a defined port (server.port).

• NONE—Loads an ApplicationContext using SpringApplication but does not provide a servlet environment.

The TestRestTemplate bean will be registered automatically only when @SpringBootTest is started with an embedded servlet container.

**Testing SpringMVC Controllers Using @WebMvcTest**

Spring Boot provides the **@WebMvcTest** annotation, which will autoconfigure SpringMVC infrastructure components and load only **@Controller**, **@ControllerAdvice**, **@JsonComponent**, Filter, WebMvcConfigurer, and HandlerMethodArgumentResolver components. Other Spring beans (annotated with **@Component**, **@Service**, **@Repository**, etc.) will not be scanned when using this annotation.

**Deploying Spring Boot Applications**

Spring Boot supports embedded servlet containers, which makes deploying applications much easier, because you don’t need an external application server setup. You can simply package your Spring Boot application as a JAR module and run it using the java **-jar** command. However, you need to consider a few

things while running applications in a production environment. You can use profiles to externalize configuration properties per environment and run your application, activating desired profiles.

Once the application is packaged as a JAR, you can simply run the application as follows:

**java -jar app.jar**

Pero ojo con los profiles:

src/main/resources/**application-prod.properties**

spring.datasource.driver-class-name=com.mysql.jdbc.Driver

spring.datasource.url=jdbc:mysql://prodmysqlsrv:3306/myapp

spring.datasource.username=appuser

spring.datasource.password=S3\*(Hi)@32vi

configuration is pointing to remote MySQL server properties for the prod profile. Now you can run the application in production by activating the prod profile, as follows:

java -jar **-Dspring.profiles.active=prod** app.jar

o si le paso mas de uno:

java -jar **-Dspring.profiles.active=prod,cloud** app.jar

Spring Boot allows you to override the configuration parameters in various ways. You can override the properties using system properties as follows:

java -jar -Dserver.port=8585 app.jar
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***Working with configuration properties***

***5.1 Fine-tuning autoconfiguration***

Before we dive in too deeply with configuration properties, it’s important to establish that there are two different (but related) kinds of configurations in Spring:

 *Bean wiring*—Configuration that declares application components to be created as beans in the Spring application context and how they should be injected into each other.

 *Property injection*—Configuration that sets values on beans in the Spring application context.

***5.1.1 Understanding Spring’s environment abstraction***

The Spring environment abstraction is a one-stop shop for any configurable property. It abstracts the origins of properties so that beans needing those properties can consume them from Spring itself. The Spring environment pulls from several property sources, including:

 JVM system properties

 Operating system environment variables

 Command-line arguments

 Application property configuration files

Suppose that you would like the application’s underlying servlet container to listen for requests on some port other than the default port of 8080. To do that, specify a different port by setting the server.port property in src/main/resources/application.properties like this:

server.port=9090

If you’d prefer to configure that property externally, you could also specify the port when starting the application using a command-line argument:

$ java -jar tacocloud-0.0.5-SNAPSHOT.jar --server.port=9090

If you want the application to always start on a specific port, you could set it one time as an operating system environment variable:

$ export SERVER\_PORT=9090

Spring is able to sort it out and interpret

SERVER\_PORT as server.port with no problems.

***5.1.4 Configuring logging***

Most applications provide some form of logging. And even if your application doesn’t log anything directly, the libraries that your application uses will certainly log their activity. **By default, Spring Boot configures logging via Logback**

For full control over the logging configuration, you can create a logback.xml file at the root of the classpath (in src/main/resources). Here’s an example of a simple logback.

xml file you might use:

<configuration>

<appender name="STDOUT" class="ch.qos.logback.core.ConsoleAppender">

<encoder>

<pattern>

%d{HH:mm:ss.SSS} [%thread] %-5level %logger{36} - %msg%n

</pattern>

</encoder>

</appender>

<logger name="root" level="INFO"/>

<root level="INFO">

<appender-ref ref="STDOUT" />

</root>

</configuration>

To set the logging levels, you create properties that are prefixed with logging.level, followed by the name of the logger for which you want to set the logging level. For instance, suppose you’d like to set the root logging level to WARN, but log Spring Security logs at a DEBUG level. The following entries in application.yml will take care of that for you:

logging:

level:

root: WARN

org:

springframework:

security: DEBUG

Now suppose that you want to write the log entries to the file TacoCloud.log **at /var/logs/.** The logging.path and logging.file properties can help achieve that:

logging:

path: /var/logs/

file: TacoCloud.log

level:

root: WARN

org:

springframework:

security: DEBUG

***5.1.5 Using special property values***

When setting properties, you aren’t limited to declaring their values as hard-coded String and numeric values. Instead, you can derive their values from other configuration properties.

For example, suppose (for whatever reason) you want to set a property named greeting.welcome to echo the value of another property named spring.application.name. To achieve this, you could use the ${} placeholder markers when setting

greeting.welcome:

greeting:

welcome: ${spring.application.name}

***Consuming REST services***

A Spring application can consume a REST API with

 RestTemplate—A straightforward, synchronous REST client provided by the core Spring Framework.

 *Traverson*—A hyperlink-aware, synchronous REST client provided by Spring HATEOAS. Inspired from a JavaScript library of the same name.

 WebClient—A reactive, asynchronous REST client introduced in Spring 5.

**RestTemplate** provides many methods for interacting with REST resources.

delete(…) Performs an HTTP DELETE request on a resource at a specified URL

exchange(…) Executes a specified HTTP method against a URL, returning a

ResponseEntity containing an object mapped from the response body

execute(…) Executes a specified HTTP method against a URL, returning an object mapped from the response body

getForEntity(…) Sends an HTTP GET request, returning a ResponseEntity containing an object mapped from the response body

getForObject(…) Sends an HTTP GET request, returning an object mapped from a response body

headForHeaders(…) Sends an HTTP HEAD request, returning the HTTP headers for the specified resource URL

optionsForAllow(…) Sends an HTTP OPTIONS request, returning the Allow header for the specified URL

patchForObject(…) Sends an HTTP PATCH request, returning the resulting object mapped from the response body

postForEntity(…) POSTs data to a URL, returning a ResponseEntity containing an object mapped from the response body

postForLocation(…) POSTs data to a URL, returning the URL of the newly created resource postForObject(…) POSTs data to a URL, returning an object mapped from the response body

put(…) PUTs resource data to the specified URL

To use RestTemplate, you’ll either need to create an instance at the point you need it

RestTemplate rest = new RestTemplate();

or you can declare it as a bean and inject it where you need it:

@Bean

public RestTemplate restTemplate() {

return new RestTemplate();

}

If the client needs more than the payload body, you may want to consider using getForEntity():

getForEntity() works in much the same way as getForObject(), but instead of returning a domain object that represents the response’s payload, it returns a Response-Entity object that wraps that domain object. The ResponseEntity gives access to

additional response details, such as the response headers.

For example, suppose that in addition to the ingredient data, you want to inspect the Date header from the response. With getForEntity() that becomes straightforward:

public Ingredient **getIngredientById**(String ingredientId) {

ResponseEntity<Ingredient> responseEntity =

rest.getForEntity("http://localhost:8080/ingredients/{id}",Ingredient.class, ingredientId);

log.info("Fetched time: " + responseEntity.getHeaders().getDate());

return responseEntity.getBody();

}

The getForEntity() method is overloaded with the same parameters as getFor-Object(), so you can provide the URL variables as a variable list parameter or call getForEntity() with a URI object.

***Deploying Spring***

***Weighing deployment options***

You can build and run Spring Boot applications in several ways. The appendix covers many of them, including these:

 Running the application in the IDE with either Spring Tool Suite or IntelliJ IDEA

 Running the application from the command line using the Maven springboot: run goal or Gradle bootRun task

 Using Maven or Gradle to produce an executable JAR file that can be run at the command line or deployed in the cloud

 Using Maven or Gradle to produce a WAR file that can be deployed to a traditional Java application server

Given the options of deploying a WAR file or a JAR file, how do you choose? In general, the choice comes down to whether you plan to deploy your application to a traditional Java application server or to a cloud platform:

 *Deploying to Java application servers*—If you must deploy your application to Tomcat, WebSphere, WebLogic, or any other traditional Java application server, you really have no choice but to build your application as a WAR file.

 *Deploying to the cloud*—If you’re planning to deploy your application to the cloud, whether it be Cloud Foundry, Amazon Web Services (AWS), Azure, Google Cloud Platform, or most any other cloud platform, then an executable JAR file is the best choice. Even if the cloud platform supports WAR deployment, the JAR file format is much simpler than the WAR format, which is designed for application server deployment.

**\*\*\*\*\*** Si quiero un .war

If you’re building with Maven, the change required is as simple as ensuring that the <packaging> element in pom.xml is set to war:

<packaging>war</packaging>

The changes required for a Gradle build are similarly straightforward. You must apply the war plugin in the build.gradle file:

apply plugin: 'war'

Now you’re ready to build the application. With Maven, you’ll use the Maven wrapper script that the Initializr used to execute the package goal:

$ mvnw package

If the build is successful, then the WAR file can be found in the target directory. On the other hand, if you were using Gradle to build the project, you’d use the Gradle wrapper to execute the build task:

$ gradlew build

Once the build completes, the WAR file will be in the build/libs directory. All that’s left is to deploy the application. The deployment procedure varies across application servers, so consult the documentation for your application server’s specific deployment procedure.

It may be interesting to note that although you’ve built a WAR file suitable for deployment to any Servlet 3.0 (or higher) servlet container, the WAR file can still be executed at the command line as if it were an executable JAR file:

$ java -jar target/ingredient-service-0.0.19-SNAPSHOT.war

**\*\*\*\*\*** COMO COMENZAR UN PROYECTO CON CURL (POR CONSOLA) APUNTANDO A Spring Initializr

***curl and the Initializr API***

The simplest way to bootstrap a Spring project with curl is to consume the API like this:

% curl https://start.spring.io/starter.zip -o demo.zip

In this case, you’re requesting the /starter.zip endpoint from the Initializr, which will generate a Spring project and download it as a zip file. The generated project will be Maven-built and will have no dependencies other than the base Spring Boot starter dependency. All project information in the project’s pom.xml file will be set to default values.

If you don’t specify otherwise, the name of the file will be starter.zip. But in this case, the -o option specifies that the downloaded file should be named demo.zip.

making a simple request to the base Initializr URL: % curl https://start.spring.io

(muestra todas las opciones de creacion por consola)

The dependencies parameter is the one you’ll probably find the most useful. For example, suppose that you want to create a simple web project with Spring. The following command-line use of curl will produce a project zip with the web starter as a

dependency:

**> curl** [**https://start.spring.io/starter.zip**](https://start.spring.io/starter.zip)

**-d dependencies=web**

**-o demo.zip**

As a more complex example, suppose you wanted to develop a web application that uses Spring Data JPA for data persistence. You also want to build it with Gradle and the project should be under a directory named my-dir within the zip file. And let’s suppose that rather than just download a zip file, you want the project unpacked into your filesystem upon download. In that case, the following command should do

the trick:

**> curl** [**https://start.spring.io/starter.tgz**](https://start.spring.io/starter.tgz)

**-d dependencies=web,data-jpa**

**-d type=gradle-project**

**-d baseDir=my-dir | tar -xzvf -**

Entonces, con eso crea un Project (LLAMADO “my-dir) descomprimido ya con las dependencias que le hemos pedido!!!

***Building and running projects***

No matter how you initialize your project, you can always run the application from the command line with the java -jar command:

% java -jar demo.jar

This will even work if you decide to create a WAR file distribution instead of a JAR file:

% java -jar demo.war

You can also take advantage of the Spring Boot Maven and Gradle plugins to run your application. For example, if your project is built with Maven, you can run it like this:

% mvn spring-boot:run

If, on the other hand, you’ve chosen to build your project with Gradle, you can run your project like this:

% gradle bootRun

In either case, whether using Maven or Gradle, the build tool will first build your project (if it hasn’t already been built) and run it.

***Administering Spring: Using the Spring Boot Admin***

***Creating an Admin server***

To enable the Admin server, you’ll first need to create a new Spring Boot application and add the Admin server dependency to the project’s build. The Admin server is generally used as a standalone application, separate from any other application. Therefore, the easiest way to get started is to use the Spring Boot Initializr to create a new Spring Boot project and select the checkbox labeled Spring Boot Admin (Server). This results in the following dependency being included in the <dependencies> block:

<dependency>

<groupId>de.codecentric</groupId>

<artifactId>**spring-boot-admin-starter-server**</artifactId>

</dependency>

Next, you’ll need to enable the Admin server by annotating the main configuration class with **@EnableAdminServer**

Finally, because the Admin server won’t be the only application running locally as it’s developed, you should set it to listen in on a unique port, but one you can easily access (not port 0, for example). Here, I’ve chosen port 9090 as the port for the Spring Boot Admin server:

server:

port: 8888

***Registering Admin clients***

Because the Admin server is an application separate from other Spring Boot application(s) for which it presents Actuator data, you must somehow make the Admin server aware of the applications it should display. Two ways to register Spring Boot Admin clients with the Admin server follow:

 Each application explicitly registers itself with the Admin server.

 The Admin server discovers services through the Eureka service registry.

EXPLICITLY CONFIGURING ADMIN CLIENT APPLICATIONS

In order for a Spring Boot application to register itself as a client of the Admin server, you must include the Spring Boot Admin client starter in its build. You can easily add this dependency to your build by selecting the checkbox labeled Spring Boot Admin (Client) in the Initializr, or you can set the following <dependency> for a Maven-built Spring Boot application:

<dependency>

<groupId>de.codecentric</groupId>

<artifactId>**spring-boot-admin-starter-client**</artifactId>

</dependency>

With the client-side library in place, you’ll also need to configure the location of the Admin server so that the client can register itself. To do that, you’ll set the spring.boot.admin.client.url property to the root URL of the Admin server:

spring:

application:

name: **ingredient-service**

boot:

admin:

client:

url: http://localhost:9090

Notice that the spring.application.name property is also set (in this case, for the ingredient service). You’ve already used this property to identify microservices

**EJEMPLO PRACTICO**

**1) Creo mi SERVER**

**a. pom.xml**

<?xml version=**"1.0"** encoding=**"UTF-8"**?>

<project xmlns=**"http://maven.apache.org/POM/4.0.0"** xmlns:xsi=**"http://www.w3.org/2001/XMLSchema-instance"**

xsi:schemaLocation=**"http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd"**>

<modelVersion>**4.0.0**</modelVersion>

<parent>

<groupId>**org.springframework.boot**</groupId>

<artifactId>**spring-boot-starter-parent**</artifactId>

<version>**2.2.5.RELEASE**</version>

<relativePath/><!-- lookup parent from repository -->

</parent>

<groupId>**com.example**</groupId>

<artifactId>**admin-server**</artifactId>

<version>**0.0.1-SNAPSHOT**</version>

<name>**admin-server**</name>

<description>**Demo project for Spring Boot**</description>

<properties>

<java.version>**1.8**</java.version>

<spring-boot-admin.version>**2.2.1**</spring-boot-admin.version>

</properties>

<dependencies>

<dependency>

<groupId>**org.springframework.boot**</groupId>

<artifactId>**spring-boot-starter-web**</artifactId>

</dependency>

<dependency>

<groupId>**de.codecentric**</groupId>

<artifactId>**spring-boot-admin-starter-server**</artifactId>

</dependency>

<dependency>

<groupId>**org.springframework.boot**</groupId>

<artifactId>**spring-boot-starter-test**</artifactId>

<scope>**test**</scope>

<exclusions>

<exclusion>

<groupId>**org.junit.vintage**</groupId>

<artifactId>**junit-vintage-engine**</artifactId>

</exclusion>

</exclusions>

</dependency>

</dependencies>

<dependencyManagement>

<dependencies>

<dependency>

<groupId>**de.codecentric**</groupId>

<artifactId>**spring-boot-admin-dependencies**</artifactId>

<version>**${spring-boot-admin.version}**</version>

<type>**pom**</type>

<scope>**import**</scope>

</dependency>

</dependencies>

</dependencyManagement>

<build>

<plugins>

<plugin>

<groupId>**org.springframework.boot**</groupId>

<artifactId>**spring-boot-maven-plugin**</artifactId>

</plugin>

</plugins>

</build>

</project>

**b. App class**

**@SpringBootApplication**

**@EnableAdminServer**

public class **AdminServerApplication** **{**

public static void main**(**String**[]** args**)** **{**

SpringApplication**.**run**(**AdminServerApplication**.**class**,** args**);**

**}**

**}**

**c. application.properties**

spring.application.name=spring-boot-admin

server.port=8888

**2) Creo mi CLIENT**

**a. pom.xml**

<dependencies>

<dependency>

<groupId>**org.springframework.boot**</groupId>

<artifactId>**spring-boot-starter-web**</artifactId>

</dependency>

<dependency>

<groupId>**de.codecentric**</groupId>

<artifactId>**spring-boot-admin-starter-client**</artifactId>

</dependency>

<dependency>

<groupId>**org.springframework.boot**</groupId>

<artifactId>**spring-boot-starter-security**</artifactId>

</dependency>

<dependencies>

**b. creo mi app class**

**@SpringBootApplication**

**@RestController**

public class **AdminClientApplication** **{**

Logger log **=** LoggerFactory**.**getLogger**(**AdminClientApplication**.**class**);**

**@GetMapping("/message")**

public String **getMessage()** **{**

log**.**info**(**"Logging for message() method...."**);**

**return** "Spring boot admin client example"**;**

**}**

public static void **main(**String**[]** args**)** **{**

SpringApplication**.**run**(**AdminClientApplication**.**class**,** args**);**

**}**

**}**

**c. configuro mi SECURE class**

**import** org**.**springframework**.**context**.**annotation**.**Configuration**;**

**import** org**.**springframework**.**security**.**config**.**annotation**.**web**.**builders**.**HttpSecurity**;**

**import** org**.**springframework**.**security**.**config**.**annotation**.**web**.**configuration**.**WebSecurityConfigurerAdapter**;**

**@Configuration**

public class **SecurityPermitAllConfig** **extends** **WebSecurityConfigurerAdapter** **{**

**@Override**

protected void **configure(**HttpSecurity http**)** **throws** **Exception** **{**

**http.authorizeRequests().anyRequest().permitAll().and().csrf().disable();**

**}**

**}**

**d. configuro mi application.properties**

spring.boot.admin.client.url=http://localhost:**8888**

spring.application.name=**myfirstapplicationtest**

management.endpoints.web.exposure.include=\*

**Java CookBook**

1.1. Compiling and Running Java: JDK

Problem

You need to compile and run your Java program.

JDK

C:\javasrc>**javac HelloWorld.java**

C:\javasrc>**java HelloWorld**

Hello, World

There is an optional setting called CLASSPATH, discussed in Recipe 1.4, that controls where Java looks for classes. CLASSPATH, if set, is used by both javac and java. In older versions of Java, you had to set your CLASSPATH to include “.”

1.4. Using CLASSPATH Effectively

Problem

You need to keep your class files in a common directory, or you’re wrestling with CLASSPATH.

Solution

The class path is the path that the Java runtime environment searches for classes and other resource files. The class search path (more commonly known by the shorter name, "class path") can be set using either the -classpath option when calling a JDK tool (the preferred method) or by setting the CLASSPATH environment variable. The -classpath option is preferred because you can set it individually for each application without affecting other applications and without other applications modifying its value.

C:> sdkTool -classpath classpath1;classpath2...

-or-

C:> set CLASSPATH=classpath1;classpath2...

Set CLASSPATH to the list of directories and/or JAR files that contain the classes you want.

The CLASSPATH is used by the Java runtime to find classes. You can specify the CLASSPATH for a given command on the command line:

**C:\> java -classpath c:\ian\classes MyProg**

use of java -classpath or java -cp

Example: your CLASSPATH were set to *C:* **\***classes*

Classpath in Java is the path to directory or list of the directory which is used by ClassLoaders to find and load class in Java program. Classpath can be specified using CLASSPATH environment variable which is case insensitive, -cp or -classpath command line option or Class-Path attribute in manifest.mf file inside JAR file in Java. 

Also don't confuse Classpath with PATH in Java, which is another environment variable used to find java binaries located in JDK installation directory, also known as JAVA\_HOME.

The main difference between PATH and CLASSPATH is that former is used to locate Java commands while later is used to locate Java class files. So let’s start with basic and then we will see some example and improvisation of Classpath in Java. In fact, CLASSPATH is an environment variable which is used by Java Virtual Machine to locate user defined classes.

**String vs StringBuilder**

![](data:image/png;base64,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)

Taking Strings Apart with Substrings

Problem

You want to break a string apart into substrings by position.

Solution

Use the String object’s substring() method.

The substring() method constructs a new String object made up of a run of characters

contained somewhere in the original string, the one whose substring() you called

String a **=** "Java is great."**;**

System**.**out**.**println**(**a**);**

String b **=** a**.**substring**(**5**);** // b is the String "is great."

System**.**out**.**println**(**b**);**

String c **=** a**.**substring**(**5**,**7**);** // c is the String "is"

System**.**out**.**println**(**c**);**

String d **=** a**.**substring**(**5**,**a**.**length**());** // d is "is great."

System**.**out**.**println**(**d**);**

**STRING TOKENIZER**

StringTokenizer st **=** **new** StringTokenizer**(**"Hello World"**);** // 2

System**.**out**.**println**(**st**.**countTokens**());**

**while** **(**st**.**hasMoreTokens**())**

System**.**out**.**println**(**"Token: " **+** st**.**nextToken**(** **));**

Token**:** Hello

Token**:** World

**STRING BUILDER**

String s1 **=** "Hello" **+** ", " **+** "World"**;**

System**.**out**.**println**(**s1**);**

// Build a StringBuilder, and append some things to it.

StringBuilder sb2 **=** **new** StringBuilder**();**

sb2**.**append**(**"Hello"**);**

sb2**.**append**(**','**);**

sb2**.**append**(**' '**);**

sb2**.**append**(**"World"**);**

// Get the StringBuilder's value as a String, and print it.

String s2 **=** sb2**.**toString**();**

System**.**out**.**println**(**s2**);**

// Now do the above all over again, but in a more concise (and typical "real-world" Java) fashion.

System**.**out**.**println**(**

**new** StringBuilder**()**

**.**append**(**"Hello"**)**

**.**append**(**','**)**

**.**append**(**' '**)**

**.**append**(**"World"**));**

**}**

…

Hello, World

Hello, World

Hello, World

===

private static final String SAMPLE\_STRING **=** "Hola hola esto es Carrusel Deportivo"**;**

public static void main**(**String**[]** args**)** **{**

// Method using regexp split

StringBuilder sb1 **=** **new** StringBuilder**();**

**for** **(**String word **:** SAMPLE\_STRING**.**split**(**" "**))** **{**

**if** **(**sb1**.**length**()** **>** 0**)** **{**

sb1**.**append**(**", "**);**

**}**

sb1**.**append**(**word**);**

**}**

System**.**out**.**println**(**sb1**);**

// Method using a StringTokenizer

StringTokenizer st **=** **new** StringTokenizer**(**SAMPLE\_STRING**);**

StringBuilder sb2 **=** **new** StringBuilder**();**

**while** **(**st**.**hasMoreElements**())** **{**

sb2**.**append**(**st**.**nextToken**());**

**if** **(**st**.**hasMoreElements**())** **{**

sb2**.**append**(**", "**);**

**}**

**}**

System**.**out**.**println**(**sb2**);**

**}**

…

Hola, hola, esto, es, Carrusel, Deportivo

Hola, hola, esto, es, Carrusel, Deportivo

**REGEX**

\^ Start of line/string

$ End of line/string

String pattern **=** "^Q[^u]\\d+\\."**;**

String**[]** input **=** **{**

"QA777. is the next flight. It is on time."**,**

"Quack, Quack, Quack!"

**};**

Pattern p **=** Pattern**.**compile**(**pattern**);**

**for** **(**String in **:** input**)** **{**

boolean found **=** p**.**matcher**(**in**).**lookingAt**();**

System**.**out**.**println**(**"'" **+** pattern **+** "'" **+**

**(**found **?** " matches '" **:** " doesn't match '"**)** **+** in **+** "'"**);**

**}**

**...**

'^Q[^u]\d+\.' matches 'QA777. is the next flight. It is on time.'

'^Q[^u]\d+\.' doesn't match 'Quack**,** Quack**,** Quack**!**'

The Matcher methods are:

match()

Used to compare the entire string against the pattern; this is the same as the routine

in java.lang.String. Because it matches the entire String, I had to put .\* before

and after the pattern.

lookingAt()

Used to match the pattern only at the beginning of the string.

find()

Used to match the pattern in the string (not necessarily at the first character of the

string), starting at the beginning of the string or, if the method was previously called

and succeeded, at the first character not matched by the previous match.

Each of these methods returns boolean, with true meaning a match and false meaning

no match. To check whether a given string matches a given pattern, you need only type

something like the following:

Matcher m = Pattern.compile(patt).matcher(line);

**if** (m.find( )) {

System.out.println(line + " matches " + patt)

}

But you may also want to extract the text that matched, which is the subject of the next

recipe.

Finding the Matching Text

Problem

You need to find the text that the regex matched.

ME VOY POR NUMBERS

**DEFENSIVE CODING**

**import** com.example.defense.model.Train;  
**import** com.example.defense.service.SearchRequest;  
**import** com.example.defense.service.TrainService;  
**import** org.springframework.web.bind.annotation.GetMapping;  
**import** org.springframework.web.bind.annotation.RequestBody;  
**import** org.springframework.web.bind.annotation.RestController;  
**import** java.util.Collection;  
**import** java.util.List;  
  
**@RestController**  
**public class DefenseController**{  
  
 **private** TrainService **trainService**;  
  
 **public** DefenseController(TrainService trainService){  
 **this**.**trainService** = trainService;  
 }  
  
 **@GetMapping("/trains")** **public** Collection<Train> **getTrains**(@**RequestBody** Train train){  
  
 SearchRequest searchRequest = **new** SearchRequest(train.getLine(), train.getDate(), train.getDestiny());  
  
 List<Train> found = **trainService**.search(searchRequest);  
  
 **return** *displayTrains*(found);  
 }  
  
 **private static** Collection<Train> **displayTrains**(List<Train> found){  
 **if**(found.isEmpty()){  
 **throw new** NullPointerException(**"There is no train match!"**);  
 } **else**{  
 **return** found;  
 }  
 }  
}

…

**import** com.example.defense.model.Train;  
**import** org.springframework.beans.factory.annotation.Autowired;  
**import** org.springframework.stereotype.Service;  
**import** java.util.List;  
**import** java.util.stream.Collectors;  
  
**@Service  
public class TrainService** {  
  
 **@Autowired** **private** TrainStore **trainStore**;  
  
 **public TrainService**(TrainStore trainStore) { **this**.**trainStore** = trainStore; }  
  
 **public** List<Train> **search**(SearchRequest searchRequest){  
  
 List<Train> trains = **trainStore**.**getTrains**();  
  
 **return** trains.**stream**()  
 .filter(f -> f.getLine().equals(searchRequest.getLine()))  
 .collect(Collectors.*toList*());  
 }  
  
 **public** TrainService **trainSearch**(){  
 **return new** TrainService(**new** TrainStoreImpl());  
 }  
}

…

**import** com.example.defense.model.Train;  
**import** java.util.List;  
  
**public interface TrainStore** {  
 List<Train> getTrains();  
}

…

**import** com.example.defense.model.Train;  
**import** org.springframework.stereotype.Component;  
**import** java.util.ArrayList;  
**import** java.util.List;  
  
**@Component  
public class TrainStoreImpl** **implements TrainStore**{  
  
 **private** List<Train> **trains**;  
  
 **@Override** **public** List<Train> **getTrains**(){  
  
 **trains** = **new** ArrayList<>();  
  
 Train train1 = **new** Train(10, **"15-06-2001"**, **"Mercado"**);  
 Train train2 = **new** Train(1, **"03-10-1999"**, **"Nazaret"**);  
 Train train3 = **new** Train(10, **"18-10-2006"**, **"San Antoni"**);  
 **trains**.add(train1);  
 **trains**.add(train2);  
 **trains**.add(train3);  
 **return trains**;  
  
 */\*return List.of (  
 new Train (10, "Mislata", "Mercado"),  
 new Train (1, "Mestalla", "Nazaret")  
 );\*/* }  
}

…

**import** lombok.Data;  
**import** lombok.NoArgsConstructor;  
**import** java.time.LocalDate;  
**import** java.time.format.DateTimeFormatter;  
**import** java.time.format.DateTimeParseException;  
**import** java.time.format.FormatStyle;  
  
**@Data  
@NoArgsConstructor  
public class SearchRequest**{  
  
 **private** Integer **line**;  
 **private** String **date**;  
 **private** String **destiny**;  
  
 **public SearchRequest**(Integer line, String date, String destiny){  
 **this**.**line** = validateLine(line);  
 **this**.**date** = validateInputDate(date);  
 **this**.**destiny** = validateString(destiny);  
 }  
  
 **private** Integer **validateLine**(Integer line){  
 **if**(line < 1 || line > 10){  
 **throw new IllegalArgumentException**(**"The line is between 1-10"**);  
 }  
 **return** line;  
 }  
  
 **private** String **validateInputDate**(String date){  
 LocalDate localDate;  
 **try**{  
 localDate = LocalDate.*parse*(date, DateTimeFormatter.*ofPattern*(**"dd-MM-yyyy"**));  
 } **catch**(DateTimeParseException ex) {  
 String msg = String.*format*(**"Could not parse this %s, porque es otro formato"**, date);  
 **throw new IllegalArgumentException**(msg, ex);  
 }  
 **return** localDate.format(DateTimeFormatter.*ofLocalizedDate*(FormatStyle.***FULL***)); *// LONG, MEDIUM, SHORT* }  
  
 **private** String validateString(String destiny){  
 **if**(**null** == destiny || destiny.trim().isEmpty() ){  
 **throw new** IllegalArgumentException(**"Origin and Destiny can't be null"**);  
 }  
 **return** destiny;  
 }  
}

…

**import** lombok.AllArgsConstructor;  
**import** lombok.Builder;  
**import** lombok.Data;  
**import** lombok.NoArgsConstructor;  
  
**@Data  
@AllArgsConstructor  
@NoArgsConstructor  
@Builder  
public class** Train {  
 **private** Integer **line**;  
 **private** String **date**;  
 **private** String **destiny**;  
  
}

…

**import** com.example.defense.model.Train;  
**import** com.example.defense.service.SearchRequest;  
**import** com.example.defense.service.TrainService;  
**import** com.example.defense.service.TrainStore;  
**import** com.example.defense.service.TrainStoreImpl;  
**import** com.fasterxml.jackson.core.JsonProcessingException;  
**import** com.fasterxml.jackson.databind.ObjectMapper;  
**import** org.junit.jupiter.api.DisplayName;  
**import** org.junit.jupiter.api.Test;  
**import** org.junit.jupiter.api.extension.ExtendWith;  
**import** org.mockito.InjectMocks;  
**import** org.mockito.Mock;  
**import** org.springframework.beans.factory.annotation.Autowired;  
**import** org.springframework.boot.test.autoconfigure.web.servlet.AutoConfigureMockMvc;  
**import** org.springframework.boot.test.context.SpringBootTest;  
**import** org.springframework.boot.test.mock.mockito.MockBean;  
**import** org.springframework.http.MediaType;  
**import** org.springframework.test.context.junit.jupiter.SpringExtension;  
**import** org.springframework.test.web.servlet.MockMvc;  
**import** java.util.ArrayList;  
**import** java.util.List;  
**import static** org.hamcrest.Matchers.*is*;  
**import static** org.mockito.Mockito.*when*;  
**import static** org.springframework.test.web.servlet.request.MockMvcRequestBuilders.*get*;  
**import static** org.springframework.test.web.servlet.result.MockMvcResultMatchers.*jsonPath*;  
**import static** org.springframework.test.web.servlet.result.MockMvcResultMatchers.*status*;  
 **@ExtendWith(SpringExtension.class)  
@SpringBootTest  
@AutoConfigureMockMvc  
class DefenseControllerTest**{

**@InjectMocks**  
 **private** TrainService **trainService**; **// como trainService llama a un 3o, entonces tender que injector sus mocks!**

**@Mock  
 TrainStore trainStore = new TrainStoreImpl();** **// porque TrainStore es de 2a generacion, tengo que mockearle!**  
 **@Autowired** **private** MockMvc **mockMvc**;  
  
 List<Train> **trains**;  
  
 **@Test  
 @DisplayName("My first test!")** **void getTrains**() **throws Exception**{  
  
 **trains** = **new** ArrayList<>();  
 Train trainR = Train.*builder*().line(10).date(**"06-05-1999"**).destiny(**"Chicago"**).build();  
 **trains**.add(trainR);  
  
 Train train = Train.*builder*().line(10).date(**"03-10-1999"**).destiny(**"London"**).build();  
  
 SearchRequest searchRequest = **new** SearchRequest(10, **"22-09-2010"**, **"Liverpool"**);  
  
 *when*(**trainService**.search(searchRequest)).thenReturn(**trains**);  
  
 **mockMvc**.perform(*get*(**"/trains"**).contentType(MediaType.***APPLICATION\_JSON***).content(asJsonString(train)))  
 .andExpect(*status*().isOk())  
 .andExpect(*jsonPath*((**"$[1].destiny"**), *is*(**"San Antoni"**)));  
 }  
  
 **private** String **asJsonString**(Object object){  
 **try**{  
 **return new** ObjectMapper().writeValueAsString(object);  
 } **catch**(JsonProcessingException e){  
 e.printStackTrace();  
 **throw new** RuntimeException();  
 }  
 }  
}
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**TDD --- Lynda.com**

**package (src/test/java)** com.tdd.lynda;  
**import** org.junit.Before;  
**import** org.junit.Ignore;  
**import** org.junit.Test;  
**import static** org.junit.Assert.*assertEquals*;  
**import static** org.junit.Assert.*assertTrue*;  
  
**public class** BankAccountTest{  
  
 */\* Creo una BankAccount:  
 Deposit 50;  
 Balance 50;  
 Withdraw 30;  
 Balance 20; --> variable: balance, methods: deposit and withdraw \*/* BankAccount **bankAccount**;  
  
 @Before  
 **public void** setUp(){  
 **bankAccount** = **new** BankAccount();  
 **bankAccount**.deposit(100);  
 }  
  
 @Test  
 **public void** testDeposit(){  
  
 **bankAccount**.deposit(100);  
 *assertEquals*(200, **bankAccount**.getBalance());  
  
 }  
  
 @Test  
 @Ignore  
 **public void** testWithdraw(){  
 **bankAccount**.withdraw(50);  
 *assertEquals*(50, **bankAccount**.getBalance());  
 }  
  
}

…

**package (src/main/java)** com.tdd.lynda;  
  
**public class** BankAccount{  
  
 **private int balance**;  
  
 **public int** getBalance(){  
 **return balance**;  
 }  
  
 **public void** deposit(**int** integer){  
 **this**.**balance** += integer;  
 }  
  
  
 **public void** withdraw(**int** integer){  
 **this**.**balance** -= integer;  
  
 }  
}

…

build.gradle

plugins **{** id **'java'  
}**group **'com.example'**version **'1.0-SNAPSHOT'**sourceCompatibility = 1.8  
  
repositories **{** mavenCentral()  
**}**dependencies **{** testCompile **group**: **'junit'**, **name**: **'junit'**, **version**: **'4.12'  
}**apply **plugin**: **'jacoco'***// check.dependsOn jacocoTestCoverageVerification -- ENABLE PARA EJECUTAR EL CHEQUEO CON CLEAN BUILD!*jacocoTestCoverageVerification **{** violationRules **{** rule **{** limit **{** minimum = 0.7  
 **}  
 }  
 }  
}**

…

readme.txt

From the Project dialog, right click to bring the context menu and select New | Directory.  
Type src/test/java/com/tddjava and click on the OK button to create the tests package.  
Repeat the same steps with the src/main/java/com/tddjava directory to create the implementation package.  
  
DIRECTORIES: 1) src/main/java  
 2) src/test/java

**Test-Driven Java Development, Viktor Farcic, 2015 Packt Publishing**

**1- HOW TO SET A RULE**

**import** org.junit.Before;  
**import** org.junit.Ignore;  
**import** org.junit.Rule;  
**import** org.junit.Test;  
**import** org.junit.rules.ExpectedException;  
  
**public class FooTest**{  
  
 **@Rule** **public** ExpectedException **exception** = ExpectedException.*none*();  
  
 **private** Foo **foo**;  
  
 **@Before** **public final void setUp**() {  
 **foo** = **new** Foo();  
 }  
  
 **@Test** **public void whenDoFooThenThrowRuntimeException**() {  
 **exception**.expect(RuntimeException.**class**);  
 **foo**.doFoo();  
 }  
}

…

**public class Foo**{  
 **public void doFoo**(){  
 **throw new RuntimeException**();  
 }  
}

**TIC-TAC-TOE GAME DEVELOPMENT**

**Requirement 1**

**=============**

We should start by defining the boundaries and what constitutes an invalid placement of a piece**.** A piece can be placed on any empty space of a 3×3 board**.**

We can split this requirement into three tests:

• When a piece is placed anywhere outside the X axis**,** then RuntimeException is thrown**.**

• When a piece is placed anywhere outside the Y axis**,** then RuntimeException is thrown**.**

**TEST**

public class **TicTacToeSpec** **{**

**@Rule**

public ExpectedException exception **=** ExpectedException**.**none**();**

private TicTacToe ticTacToe**;**

**@Before**

public final void **setUp()** **{**

ticTacToe **=** **new** TicTacToe**();**

**}**

**@Test**

public void **whenXOutsideBoardThenRuntimeException()** **{**

exception**.**expect**(RuntimeException.**class**);**

ticTacToe**.**play**(**5**,** 2**);**

**}**

**}**

**IMPLEMENTATION**

public class **TicTacToe** **{**

public void **play(**int x**,** int y**)** **{**

**if** **(**x **<** 1 **||** x **>** 3**)** **{**

**throw** **new** **RuntimeException(**"X is outside board"**);**

**}** **else** **if** **(**y **<** 1 **||** y **>** 3**)** **{**

**throw** **new** **RuntimeException(**"X is outside board"**);**

**}**

**}**

**}**

• When a piece is placed on an occupied space**,** then RuntimeException is thrown**.**

public class **TicTacToe** **{**

public void **play(**int x**,** int y**)** **{**

private Character**[][]** board **=** **{{**'\0'**,** '\0'**,** '\0'**},** **{**'\0'**,** '\0'**,** \0'**},** **{**'\0'**,** '\0'**,** '\0'**}};**

public void **play(**int x**,** int y**)** **{**

**if** **(**x **<** 1 **||** x **>** 3**)** **{**

**throw** **new** **RuntimeException(**"X is outside board"**);**

**}** **else** **if** **(**y **<** 1 **||** y **>** 3**)** **{**

**throw** **new** **RuntimeException(**"Y is outside board"**);**

**}**

**if** **(**board**[**x **-** 1**][**y **-** 1**]** **!=** '\0'**)** **{**

**throw** **new** **RuntimeException(**"Box is occupied"**);**

**}** **else** **{**

board**[**x **-** 1**][**y **-** 1**]** **=** 'X'**;**

**}**

**}**

**}**

**}**

**REFACTOR**

public void **play(**int x**,** int y**)** **{**

**checkAxis(x);**

**checkAxis(y);**

**setBox(x, y);**

**}**

private void **checkAxis(**int axis**)** **{**

**if** **(**axis **<** 1 **||** axis **>** 3**)** **{**

**throw** **new** **RuntimeException(**"X is outside board"**);**

**}**

**}**

private void **setBox(**int x**,** int y**)** **{**

**if** **(**board**[**x **-** 1**][**y **-** 1**]** **!=** '\0'**)** **{**

**throw** **new** **RuntimeException(**"Box is occupied"**);**

**}** **else** **{**

board**[**x **-** 1**][**y **-** 1**]** **=** 'X'**;**

**}**

**}**

**Requirement 2**

**=============**

Until this moment, we haven't used any of the JUnit's asserts. To use them, we need to **import** the static methods from the **org.junit.Assert** class**:**

**import static org.junit.Assert.\*;**

Now it's time to work on the specification of which player is about to play his turn.

There should be a way to find out which player should play next.

We can split this requirement into three tests:

**• The first turn should be played by played X**

**• If the last turn was played by X, then the next turn should be played by O**

**• If the last turn was played by O, then the next turn should be played by X**

**TEST**

**@Test**

public void **givenFirstTurnWhenNextPlayerThenX()** **{**

assertEquals**(**'X'**,** ticTacToe**.**nextPlayer**());**

**}**

The first turn should be played by player X**.**

**IMPLEMENTATION**

public **char** **nextPlayer()** **{**

**return** 'X'**;**

**}**

**TEST**

**@Test**

public void **givenLastTurnWasXWhenNextPlayerThenO()** **{**

ticTacToe**.**play**(**1**,** 1**);**

assertEquals**(**'O'**,** ticTacToe**.**nextPlayer**());**

**}**

If the last turn was played by X**,** then the next turn should be played by O**.**

**IMPLEMENTATION**

private char **lastPlayer** **=** '\0'**;**

public void **play(**int x**,** int y**)** **{**

**checkAxis(x);**

**checkAxis(y);**

**setBox(x, y);**

**lastPlayer = nextPlayer();**

**}**

public char **nextPlayer()** **{**

**if (lastPlayer == 'X') {**

**return 'O';**

**}**

**return 'X';**

**}**

**Requirement 3**

**=============**

It's time to work on winning the rules of the game. This is the part where, when compared with the previous code, work becomes a bit more tedious. We should check all the possible winning combinations and, if one of them is fulfilled, declare

a winner**.**

• A player wins by being the first to connect a line of friendly pieces from one side or corner of the board to the other**.**

To check whether a line of friendly pieces is connected**,** we should verify horizontal**,** vertical**,** and diagonal lines**.**

**TEST**

@Test

public void **whenPlayThenNoWinner()** **{**

String actual **=** ticTacToe**.play(**1**,**1**);**

assertEquals**(**"No winner"**,** actual**);**

**}**

If no winning condition is fulfilled**,** then there is no winner**.**

**IMPLEMENTATION**

public String **play(**int x**,** int y**)** **{**

**checkAxis(x);**

**checkAxis(y);**

**setBox(x, y);**

**lastPlayer = nextPlayer();**

**return "No winner";**

**}**

**===**

**TEST**

Now that we have declared what the default response is (no winner), it's time to start working on different winning conditions:

**@Test**

public void **whenPlayAndWholeHorizontalLineThenWinner()** **{**

ticTacToe**.**play**(**1**,** 1**);** // X

ticTacToe**.**play**(**1**,** 2**);** // O

ticTacToe**.**play**(**2**,** 1**);** // X

ticTacToe**.**play**(**2**,** 2**);** // O

String actual **=** ticTacToe**.**play**(**3**,** 1**);** // X

**assertEquals("X is the winner", actual);**

**}**

The player wins when the whole horizontal line is occupied by his pieces**.**

**IMPLEMENTATION**

To fulfill this test, we need to check whether any horizontal line is filled by the same mark as the current player. Until this moment, we didn't care what was put to the board array. Now, we need to introduce not only which board boxes are empty,

but also which player played them:

public String **play(**int x**,** int y**)** **{**

**checkAxis(x);**

**checkAxis(y);**

**lastPlayer = nextPlayer();**

**setBox(**x**,** y**,** **lastPlayer);**

**for** **(**int index **=** 0**;** index **<** 3**;** index**++)** **{**

**if** **(**board**[**0**][**index**]** **==** lastPlayer **&&** board**[**1**][**index**]** **==** lastPlayer **&&** board**[**2**][**index**]** **==** lastPlayer**)** **{**

**return** lastPlayer **+** " is the winner"**;**

**}**

**}**

**return** "No winner"**;**

**}**

private void **setBox(**int x**,** int y**,** char lastPlayer**)** **{**

**if** **(**board**[**x **-** 1**][**y **-** 1**]** **!=** '\0'**)** **{**

**throw** **new** **RuntimeException(**"Box is occupied"**);**

**}** **else** **{**

board**[**x **-** 1**][**y **-** 1**]** **=** lastPlayer**;**

**}**

**}**

**REFACTOR**

private static final int SIZE **=** 3**;**

public String **play(**int x**,** int y**)** **{**

**checkAxis(x);**

**checkAxis(y);**

**lastPlayer = nextPlayer();**

**setBox(x, y, lastPlayer);**

**if** **(isWin())** **{**

**return** lastPlayer **+** " is the winner"**;**

**}**

**return** "No winner"**;**

**}**

private boolean **isWin()** **{**

**for** **(**int i **=** 0**;** i **<** SIZE**;** i**++)** **{**

**if** **(**board**[**0**][**i**]** **+** board**[**1**][**i**]** **+** board**[**2**][**i**]** **==** **(**lastPlayer **\*** SIZE**))** **{**

**return** **true;**

**}**

**}**

**return** **false;**

**}**

**TEST**

We should also check whether there is a win by filling the vertical line**:**

**@Test**

public void **whenPlayAndWholeVerticalLineThenWinner()** **{**

ticTacToe**.**play**(**2**,** 1**);** // X

ticTacToe**.**play**(**1**,** 1**);** // O

ticTacToe**.**play**(**3**,** 1**);** // X

ticTacToe**.**play**(**1**,** 2**);** // O

ticTacToe**.**play**(**2**,** 2**);** // X

String actual **=** ticTacToe**.**play**(**1**,** 3**);** // O

assertEquals**(**"O is the winner"**,** actual**);**

**}**

The player wins when the whole vertical line is occupied by his pieces**.**

**IMPLEMENTATION**

This implementation should be similar to the previous one. We already have horizontal verification and now we need to do the same vertically:

private boolean **isWin()** **{**

int playerTotal **=** lastPlayer **\*** 3**;**

**for** **(**int i **=** 0**;** i **<** SIZE**;** i**++)** **{**

**if** **(**board**[**0**][**i**]** **+** board**[**1**][**i**]** **+** board**[**2**][**i**]** **==** playerTotal**)** **{**

**return** **true;**

**}** **else** **if** **(**playerTotal **==** **)** **{**

**return** **true;**

**}**

**}**

**return** **false;**

**}**

**TEST**

Now that horizontal and vertical lines are covered**,** we should move our attention to diagonal combinations**:**

**@Test**

public void **whenPlayAndTopBottomDiagonalLineThenWinner()** **{**

ticTacToe**.**play**(**1**,** 1**);** // X

ticTacToe**.**play**(**1**,** 2**);** // O

ticTacToe**.**play**(**2**,** 2**);** // X

ticTacToe**.**play**(**1**,** 3**);** // O

String actual **=** ticTacToe**.**play**(**3**,** 3**);** // O

assertEquals**(**"X is the winner"**,** actual**);**

**}**

The player wins when the whole diagonal line from the top**-**left to bottom**-**right is occupied by his pieces**.**

**IMPLEMENTATION**

private boolean **isWin()** **{**

int playerTotal **=** lastPlayer **\*** 3**;**

**for** **(**int i **=** 0**;** i **<** SIZE**;** i**++)** **{**

**if** **(**board**[**0**][**i**]** **+** board**[**1**][**i**]** **+** board**[**2**][**i**]** **==** playerTotal**)** **{**

**return** **true;**

**}** **else** **if** **(**playerTotal **==** **)** **{**

**return** **true;**

**}**

**}**

**if** **((**board**[**0**][**0**]** **+** board**[**1**][**1**]** **+** board**[**2**][**2**])** **==** playerTotal**)** **{**

**return** **true;**

**}** **else** **if** **(**playerTotal **==** **(**board**[**0**][**2**]** **+** board**[**1**][**1**]** **+** board**[**2**][**0**]))** **{**

**return** **true;**

**}**

**return** **false;**

**}**

**TEST**

Finally**,** there is the last possible winning condition to tackle**:**

@Test

public void **whenPlayAndBottomTopDiagonalLineThenWinner()** **{**

ticTacToe**.**play**(**1**,** 3**);** // X

ticTacToe**.**play**(**1**,** 1**);** // O

ticTacToe**.**play**(**2**,** 2**);** // X

ticTacToe**.**play**(**1**,** 2**);** // O

String actual **=** ticTacToe**.**play**(**3**,** 1**);** // O

assertEquals**(**"X is the winner"**,** actual**);**

**}**

The player wins when the whole diagonal line from the bottom**-**left to top**-**right is occupied by his pieces

**IMPLEMENTATION**

The implementation of this test should be almost the same as the previous one:

private boolean **isWin()** **{**

int playerTotal **=** lastPlayer **\*** 3**;**

**for** **(**int i **=** 0**;** i **<** SIZE**;** i**++)** **{**

**if** **(**board**[**0**][**i**]** **+** board**[**1**][**i**]** **+** board**[**2**][**i**]** **==** playerTotal**)** **{**

**return** **true;**

**}** **else** **if** **(**playerTotal **==** **)** **{**

**return** **true;**

**}**

**}**

**if** **((**board**[**0**][**0**]** **+** board**[**1**][**1**]** **+** board**[**2**][**2**])** **==** playerTotal**)** **{**

**return** **true;**

**}** **else** **if** **(**playerTotal **==** **(**board**[**0**][**2**]** **+** board**[**1**][**1**]** **+** board**[**2**][**0**]))** **{**

**return** **true;**

**}**

**return** **false;**

**}**

**REFACTOR**

private boolean isWin**()** **{**

int playerTotal **=** lastPlayer **\*** 3**;**

char diagonal1 **=** '\0'**;**

char diagonal2 **=** '\0'**;**

**for** **(**int i **=** 0**;** i **<** SIZE**;** i**++)** **{**

diagonal1 **+=** board**[**i**][**i**];**

diagonal2 **+=** board**[**i**][**SIZE **-** i **-** 1**];**

**if** **(**board**[**0**][**i**]** **+** board**[**1**][**i**]** **+** board**[**2**][**i**])** **==** playerTotal**)** **{**

**return** **true;**

**}** **else** **if** **(**playerTotal **==** **)** **{**

**return** **true;**

**}**

**}**

**if** **(**diagonal1 **==** playerTotal **||** diagonal2 **==** playerTotal**)** **{**

**return** **true;**

**}**

**return** **false;**

**}**

FINAL CODE IN STASH

**===================**

private boolean isWin**()** **{**

int playerTotal **=** lastPlayer **\*** SIZE**;**

char diagonal1 **=** '\0'**;**

char diagonal2 **=** '\0'**;**

**for** **(**int i **=** 0**;** i **<** SIZE**;** i**++)** **{**

diagonal1 **+=** board**[**i**][**i**];**

diagonal2 **+=** board**[**i**][**SIZE **-** i **-** 1**];**

**if** **((**board**[**0**][**i**]** **+** board**[**1**][**i**]** **+** board**[**2**][**i**])** **==** playerTotal**)** **{**

**return** **true;**

**}** **else** **if** **((**board**[**i**][**0**]** **+** board**[**i**][**1**]** **+** board**[**i**][**2**])** **==** playerTotal**)** **{**

**return** **true;**

**}**

**}**

**if** **(**diagonal1 **==** playerTotal **||** diagonal2 **==** playerTotal**)** **{**

**return** **true;**

**}**

**return** **false;**

**}**

Requirement 4

The only thing missing is how to tackle the draw result**.**

• The result is a draw when all the boxes are filled**.**

@Test

public void whenAllBoxesAreFilledThenDraw**()** **{**

ticTacToe**.**play**(**1**,** 1**);**

ticTacToe**.**play**(**1**,** 2**);**

ticTacToe**.**play**(**1**,** 3**);**

ticTacToe**.**play**(**2**,** 1**);**

ticTacToe**.**play**(**2**,** 3**);**

ticTacToe**.**play**(**2**,** 2**);**

ticTacToe**.**play**(**3**,** 1**);**

ticTacToe**.**play**(**3**,** 3**);**

String actual **=** ticTacToe**.**play**(**3**,** 2**);**

assertEquals**(**"The result is draw"**,** actual**);**

**}**

---

private boolean isDraw**()** **{**

**for** **(**int x **=** 0**;** x **<** SIZE**;** x**++)** **{**

**for** **(**int y **=** 0**;** y **<** SIZE**;** y**++)** **{**

**if** **(**board**[**x**][**y**]** **==** '\0'**)** **{**

**return** **false;**

**}**

**}**

**}**

**return** **true;**

**}**

========================================================

FINAL CODE

**import** org**.**junit**.**Before**;**

**import** org**.**junit**.**Rule**;**

**import** org**.**junit**.**Test**;**

**import** org**.**junit**.**rules**.**ExpectedException**;**

**import** static org**.**junit**.**Assert**.\*;**

public class TicTacToeSpec **{**

@Rule

public ExpectedException exception **=** ExpectedException**.**none**();**

private TicTacToe ticTacToe**;**

@Before

public final void before**()** **{**

ticTacToe **=** **new** TicTacToe**();**

**}**

@Test

public void whenXOutsideBoardThenRuntimeException**()** **{**

exception**.**expect**(**RuntimeException**.**class**);**

ticTacToe**.**play**(**5**,** 2**);**

**}**

@Test

public void whenYOutsideBoardThenRuntimeException**()** **{**

exception**.**expect**(**RuntimeException**.**class**);**

ticTacToe**.**play**(**2**,** 5**);**

**}**

@Test

public void whenOccupiedThenRuntimeException**()** **{**

ticTacToe**.**play**(**2**,** 1**);**

exception**.**expect**(**RuntimeException**.**class**);**

ticTacToe**.**play**(**2**,** 1**);**

**}**

@Test

public void givenFirstTurnWhenNextPlayerThenX**()** **{**

assertEquals**(**'X'**,** ticTacToe**.**nextPlayer**());**

**}**

@Test

public void givenLastTurnWasXWhenNextPlayerThenO**()** **{**

ticTacToe**.**play**(**1**,** 1**);**

assertEquals**(**'O'**,** ticTacToe**.**nextPlayer**());**

**}**

@Test

public void whenPlayThenNoWinner**()** **{**

String actual **=** ticTacToe**.**play**(**1**,** 1**);**

assertEquals**(**"No winner"**,** actual**);**

**}**

@Test

public void whenPlayAndWholeHorizontalLineThenWinner**()** **{**

ticTacToe**.**play**(**1**,** 1**);** // X

ticTacToe**.**play**(**1**,** 2**);** // O

ticTacToe**.**play**(**2**,** 1**);** // X

ticTacToe**.**play**(**2**,** 2**);** // O

String actual **=** ticTacToe**.**play**(**3**,** 1**);** // X

assertEquals**(**"X is the winner"**,** actual**);**

**}**

@Test

public void whenPlayAndWholeVerticalLineThenWinner**()** **{**

ticTacToe**.**play**(**2**,** 1**);** // X

ticTacToe**.**play**(**1**,** 1**);** // O

ticTacToe**.**play**(**3**,** 1**);** // X

ticTacToe**.**play**(**1**,** 2**);** // O

ticTacToe**.**play**(**2**,** 2**);** // X

String actual **=** ticTacToe**.**play**(**1**,** 3**);** // O

assertEquals**(**"O is the winner"**,** actual**);**

**}**

@Test

public void whenPlayAndTopBottomDiagonalLineThenWinner**()** **{**

ticTacToe**.**play**(**1**,** 1**);** // X

ticTacToe**.**play**(**1**,** 2**);** // O

ticTacToe**.**play**(**2**,** 2**);** // X

ticTacToe**.**play**(**1**,** 3**);** // O

String actual **=** ticTacToe**.**play**(**3**,** 3**);** // O

assertEquals**(**"X is the winner"**,** actual**);**

**}**

@Test

public void whenPlayAndBottomTopDiagonalLineThenWinner**()** **{**

ticTacToe**.**play**(**1**,** 3**);** // X

ticTacToe**.**play**(**1**,** 1**);** // O

ticTacToe**.**play**(**2**,** 2**);** // X

ticTacToe**.**play**(**1**,** 2**);** // O

String actual **=** ticTacToe**.**play**(**3**,** 1**);** // O

assertEquals**(**"X is the winner"**,** actual**);**

**}**

@Test

public void whenAllBoxesAreFilledThenDraw**()** **{**

ticTacToe**.**play**(**1**,** 1**);**

ticTacToe**.**play**(**1**,** 2**);**

ticTacToe**.**play**(**1**,** 3**);**

ticTacToe**.**play**(**2**,** 1**);**

ticTacToe**.**play**(**2**,** 3**);**

ticTacToe**.**play**(**2**,** 2**);**

ticTacToe**.**play**(**3**,** 1**);**

ticTacToe**.**play**(**3**,** 3**);**

String actual **=** ticTacToe**.**play**(**3**,** 2**);**

assertEquals**(**"The result is draw"**,** actual**);**

**}**

**}**

…

public class TicTacToe **{**

private Character**[][]** board **=** **{{**'\0'**,** '\0'**,** '\0'**},** **{**'\0'**,** '\0'**,** '\0'**},** **{**'\0'**,** '\0'**,** '\0'**}};**

private char lastPlayer **=** '\0'**;**

private static final int SIZE **=** 3**;**

public String play**(**int x**,** int y**)** **{**

checkAxis**(**x**);**

checkAxis**(**y**);**

lastPlayer **=** nextPlayer**();**

setBox**(**x**,** y**,** lastPlayer**);**

**if** **(**isWin**(**x**,** y**))** **{**

**return** lastPlayer **+** " is the winner"**;**

**}** **else** **if** **(**isDraw**())** **{**

**return** "The result is draw"**;**

**}** **else** **{**

**return** "No winner"**;**

**}**

**}**

public char nextPlayer**()** **{**

**if** **(**lastPlayer **==** 'X'**)** **{**

**return** 'O'**;**

**}**

**return** 'X'**;**

**}**

private void checkAxis**(**int axis**)** **{**

**if** **(**axis **<** 1 **||** axis **>** SIZE**)** **{**

**throw** **new** RuntimeException**(**"X is outside board"**);**

**}**

**}**

private void setBox**(**int x**,** int y**,** char lastPlayer**)** **{**

**if** **(**board**[**x **-** 1**][**y **-** 1**]** **!=** '\0'**)** **{**

**throw** **new** RuntimeException**(**"Box is occupied"**);**

**}** **else** **{**

board**[**x **-** 1**][**y **-** 1**]** **=** lastPlayer**;**

**}**

**}**

private boolean isWin**(**int x**,** int y**)** **{**

int playerTotal **=** lastPlayer **\*** SIZE**;**

char horizontal**,** vertical**,** diagonal1**,** diagonal2**;**

horizontal **=** vertical **=** diagonal1 **=** diagonal2 **=** '\0'**;**

**for** **(**int i **=** 0**;** i **<** SIZE**;** i**++)** **{**

horizontal **+=** board**[**i**][**y **-** 1**];**

vertical **+=** board**[**x **-** 1**][**i**];**

diagonal1 **+=** board**[**i**][**i**];**

diagonal2 **+=** board**[**i**][**SIZE **-** i **-** 1**];**

**}**

**if** **(**horizontal **==** playerTotal

**||** vertical **==** playerTotal

**||** diagonal1 **==** playerTotal

**||** diagonal2 **==** playerTotal**)** **{**

**return** **true;**

**}**

**return** **false;**

**}**

private boolean isDraw**()** **{**

**for** **(**int x **=** 0**;** x **<** SIZE**;** x**++)** **{**

**for** **(**int y **=** 0**;** y **<** SIZE**;** y**++)** **{**

**if** **(**board**[**x**][**y**]** **==** '\0'**)** **{**

**return** **false;**

**}**

**}**

**}**

**return** **true;**

**}**

**}**

**CONNECT 4 REQUIREMENTS IMPLEMENTATION**

**Requirements**

In order to code the two implementations of Connect4, the game rules are transcribed below in the form of requirements. These requirements are the starting point for both the developments. We will go through the code with some explanations and compare both implementations at the end:

1. The board is composed of seven columns and six rows, all positions are emptys.

The implementation of this requirement is pretty straightforward. We just need the representation of an empty position and the data structure to hold the game. Note that the colors used by players are also defined:

public class Connect4 **{**

public enum Color **{**

RED**(**'R'**),** GREEN**(**'G'**),** EMPTY**(**' '**);**

private final char value**;**

Color**(**char value**)** **{** **this.**value **=** value**;** **}**

@Override

public String toString**()** **{**

**return** String**.**valueOf**(**value**);**

**}**

**}**

public static final int COLUMNS **=** 7**;**

public static final int ROWS **=** 6**;**

private Color**[][]** board **=** **new** Color**[**COLUMNS**][**ROWS**];**

public Connect4**()** **{**

**for** **(**Color**[]** column **:** board**)** **{**

Arrays**.**fill**(**column**,** Color**.**EMPTY**);**

**}**

**}**

**}**

1. Players introduce discs on the top of the columns. The introduced disc drops down the board if the column is empty. Future discs introduced in the same column will stack over the previous ones.

In this part, board bounds become relevant. We need to mark what positions are already taken, using Color.RED to indicate them. Finally, the first private method is created. It is a helper method that calculates the number of discs introduced in a given column:

public void putDisc**(**int column**)** **{**

**if** **(**column **>** 0 **&&** column **<=** COLUMNS**)** **{**

int numOfDiscs **=** getNumberOfDiscsInColumn**(**column **-** 1**);**

**if** **(**numOfDiscs **<** ROWS**)** **{**

board**[**column **-** 1**][**numOfDiscs**]** **=** Color**.**RED**;**

**}**

**}**

**}**

private int getNumberOfDiscsInColumn**(**int column**)** **{**

**if** **(**column **>=** 0 **&&** column **<** COLUMNS**)** **{**

int row**;**

**for** **(**row **=** 0**;** row **<** ROWS**;** row**++)** **{**

**if** **(**Color**.**EMPTY **==** board**[**column**][**row**])** **{**

**return** row**;**

**}**

**}**

**return** row**;**

**}**

**return** **-**1**;**

**}**

1. It is a two-person game, so there is one color for each player. One player uses red ('R') and the other one uses green ('G'). Players alternate turns, inserting one disc every time.

We need to save the current player in order to determine which player is playing this turn. We also need a function to switch the players in order to recreate the logic of turns. Some lines of code become relevant in the putDisc function. Specifically, the board position assignment is made using the current player, and it is switched afterevery move, as the game rules say:

**...**

private Color currentPlayer **=** Color**.**RED**;**

private void switchPlayer**()** **{**

**if** **(**Color**.**RED **==** currentPlayer**)**

currentPlayer **=** Color**.**GREEN**;**

**}** **else** **{**

currentPlayer **=** Color**.**RED**;**

**}**

**}**

public void putDisc**(**int column**)** **{**

**if** **(**column **>** 0 **&&** column **<=** COLUMNS**)** **{**

int numOfDiscs **=** getNumberOfDiscsInColumn**(**column **-** 1**);**

**if** **(**numOfDiscs **<** ROWS**)** **{**

board**[**column **-** 1**][**numOfDiscs**]** **=** currentPlayer**;**

switchPlayer**();**

**}**

**}**

**}**

**...**

1. We want feedback when either an event or an error occurs within the game. The output shows the status of the board after every move.

No output channel is specified. To make it easier, we decided to use the system standard output to print an event when it occurs. A few lines have been added on every action to let the user know about the status of the game:

**...**

private static final String DELIMITER **=** "|"**;**

private void switchPlayer**()** **{**

**if** **(**Color**.**RED **==** currentPlayer**)** **{**

currentPlayer **=** Color**.**GREEN**;**

**}** **else** **{**

currentPlayer **=** Color**.**RED**;**

**}**

System**.**out**.**println**(**"Current turn: " **+** currentPlayer**);**

**}**

public void printBoard**()** **{**

**for** **(**int row **=** ROWS **-** 1**;** row **>=** 0**;** **--**row**)** **{**

StringJoiner stringJoiner **=** **new** StringJoiner**(**DELIMITER**,** DELIMITER**,** DELIMITER**);**

**for** **(**int col **=** 0**;** col **<** COLUMNS**;** **++**col**)** **{**

stringJoiner**.**add**(**board**[**col**][**row**].**toString**());**

**}**

System**.**out**.**println**(**

stringJoiner**.**toString**());**

**}**

**}**

public void putDisc**(**int column**)** **{**

**if** **(**column **>** 0 **&&** column **<=** COLUMNS**)** **{**

int numOfDiscs **=** getNumberOfDiscsInColumn**(**column **-** 1**);**

**if** **(**numOfDiscs **<** ROWS**)** **{**

board**[**column **-** 1**][**numOfDiscs**]** **=** currentPlayer**;**

printBoard**();**

switchPlayer**();**

**}** **else** **{**

System**.**out**.**println**(**numOfDiscs**);**

System**.**out**.**println**(**"There's no room " **+** "for a new disc in this column"**);**

printBoard**();**

**}**

**}** **else** **{**

System**.**out**.**println**(**"Column out of bounds"**);**

printBoard**();**

**}**

**}**

**...**

1. When no more discs can be inserted, the game finishes, and it is considered a draw.

**...**

public boolean isFinished**()** **{**

int numOfDiscs **=** 0**;**

**for** **(**int col **=** 0**;** col **<** COLUMNS**;** **++**col**)** **{**

numOfDiscs **+=** getNumberOfDiscsInColumn**(**col**);**

**}**

**if** **(**numOfDiscs **>=** COLUMNS **\*** ROWS**)** **{**

System**.**out**.**println**(**"It's a draw"**);**

**return** **true;**

**}**

**return** **false;**

**}**

**...**

1. If a player inserts a disc and connects more than three discs of his color in a straight vertical line, then that player wins.

The checkWinCondition private method implements this rule by scanning whether or not the last move is a winning one:

**...**

private Color winner**;**

public static final int DISCS\_FOR\_WIN **=** 4**;**

public void putDisc**(**int column**)** **{**

**...**

**if** **(**numOfDiscs **<** ROWS**)** **{**

board**[**column **-** 1**][**numOfDiscs**]** **=**

currentPlayer**;**

printBoard**();**

checkWinCondition**(**column – 1**,**

numOfDiscs**);**

switchPlayer**();**

**...**

**}**

private void checkWinCondition**(**int col**,** int row**)** **{**

Pattern winPattern **=** Pattern**.**compile**(**".\*" **+** currentPlayer **+** "{" **+** DISCS\_FOR\_WIN **+** "}.\*"**);**

// Vertical check

StringJoiner stringJoiner **=** **new** StringJoiner**(**""**);**

**for** **(**int auxRow **=** 0**;** auxRow **<** ROWS**;** **++**auxRow**)** **{**

stringJoiner**.**add**(**board**[**col**][**auxRow**].**toString**());**

**}**

**if** **(**winPattern**.**matcher**(**stringJoiner**.**toString**()).**matches**())** **{**

winner **=** currentPlayer**;**

System**.**out**.**println**(**currentPlayer **+** " wins"**);**

**}**

**}**

public boolean isFinished**()** **{**

**if** **(**winner **!=** **null)** **return** **true;**

**...**

**}**

**...**

1. The same happens in a horizontal line direction.
2. The same happens in a diagonal line direction.

**FULL CODE**

**import** java**.**util**.**Arrays**;**

**import** java**.**util**.**Scanner**;**

**import** java**.**util**.**StringJoiner**;**

**import** java**.**util**.**regex**.**Pattern**;**

/\*\*

\* Test-last implementation

\*/

public class Connect4 **{**

public enum Color **{**

RED**(**'R'**),** GREEN**(**'G'**),** EMPTY**(**' '**);**

private final char value**;**

Color**(**char value**)** **{**

**this.**value **=** value**;**

**}**

@Override

public String toString**()** **{**

**return** String**.**valueOf**(**value**);**

**}**

**}**

private Color winner**;**

private Color currentPlayer **=** Color**.**RED**;**

public static final int COLUMNS **=** 7**;**

public static final int ROWS **=** 6**;**

public static final int DISCS\_FOR\_WIN **=** 4**;**

private static final String DELIMITER **=** "|"**;**

private Color**[][]** board **=** **new** Color**[**COLUMNS**][**ROWS**];**

public Connect4**()** **{**

**for** **(**Color**[]** column **:** board**)** **{**

Arrays**.**fill**(**column**,** Color**.**EMPTY**);**

**}**

**}**

private void switchPlayer**()** **{**

**if** **(**Color**.**RED **==** currentPlayer**)** **{**

currentPlayer **=** Color**.**GREEN**;**

**}** **else** **{**

currentPlayer **=** Color**.**RED**;**

**}**

System**.**out**.**println**(**"Current turn: " **+** currentPlayer**);**

**}**

public void printBoard**()** **{**

**for** **(**int row **=** ROWS **-** 1**;** row **>=** 0**;** **--**row**)** **{**

StringJoiner stringJoiner **=** **new** StringJoiner**(**DELIMITER**,** DELIMITER**,** DELIMITER**);**

**for** **(**int col **=** 0**;** col **<** COLUMNS**;** **++**col**)** **{**

stringJoiner**.**add**(**board**[**col**][**row**].**toString**());**

**}**

System**.**out**.**println**(**stringJoiner**.**toString**());**

**}**

**}**

public void putDisc**(**int column**)** **{**

**if** **(**column **>** 0 **&&** column **<=** COLUMNS**)** **{**

int numOfDiscs **=** getNumberOfDiscsInColumn**(**column **-** 1**);**

**if** **(**numOfDiscs **<** ROWS**)** **{**

board**[**column **-** 1**][**numOfDiscs**]** **=** currentPlayer**;**

printBoard**();**

checkWinCondition**(**column **-** 1**,** numOfDiscs**);**

switchPlayer**();**

**}** **else** **{**

System**.**out**.**println**(**numOfDiscs**);**

System**.**out**.**println**(**"There's no room for a new disc in this column"**);**

printBoard**();**

**}**

**}** **else** **{**

System**.**out**.**println**(**"Column out of bounds"**);**

printBoard**();**

**}**

**}**

private int getNumberOfDiscsInColumn**(**int column**)** **{**

**if** **(**column **>=** 0 **&&** column **<** COLUMNS**)** **{**

int row**;**

**for** **(**row **=** 0**;** row **<** ROWS**;** row**++)** **{**

**if** **(**Color**.**EMPTY **==** board**[**column**][**row**])** **return** row**;**

**}**

**return** row**;**

**}**

**return** **-**1**;**

**}**

private void checkWinCondition**(**int col**,** int row**)** **{**

Pattern winPattern **=** Pattern**.**compile**(**".\*" **+** currentPlayer **+** "{" **+** DISCS\_FOR\_WIN **+** "}.\*"**);**

// Vertical check

StringJoiner stringJoiner **=** **new** StringJoiner**(**""**);**

**for** **(**int auxRow **=** 0**;** auxRow **<** ROWS**;** **++**auxRow**)** **{**

stringJoiner**.**add**(**board**[**col**][**auxRow**].**toString**());**

**}**

**if** **(**winPattern**.**matcher**(**stringJoiner**.**toString**()).**matches**())** **{**

winner **=** currentPlayer**;**

System**.**out**.**println**(**currentPlayer **+** " wins"**);**

**return;**

**}**

// Horizontal check

stringJoiner **=** **new** StringJoiner**(**""**);**

**for** **(**int column **=** 0**;** column **<** COLUMNS**;** **++**column**)** **{**

stringJoiner**.**add**(**board**[**column**][**row**].**toString**());**

**}**

**if** **(**winPattern**.**matcher**(**stringJoiner**.**toString**()).**matches**())** **{**

winner **=** currentPlayer**;**

System**.**out**.**println**(**currentPlayer **+** " wins"**);**

**return;**

**}**

// Diagonal checks

int startOffset **=** Math**.**min**(**col**,** row**);**

int column **=** col **-** startOffset**,** auxRow **=** row **-** startOffset**;**

stringJoiner **=** **new** StringJoiner**(**""**);**

**do** **{**

stringJoiner**.**add**(**board**[**column**++][**auxRow**++].**toString**());**

**}** **while** **(**column **<** COLUMNS **&&** auxRow **<** ROWS**);**

**if** **(**winPattern**.**matcher**(**stringJoiner**.**toString**()).**matches**())** **{**

winner **=** currentPlayer**;**

System**.**out**.**println**(**currentPlayer **+** " wins"**);**

**return;**

**}**

startOffset **=** Math**.**min**(**col**,** ROWS **-** 1 **-** row**);**

column **=** col **-** startOffset**;**

auxRow **=** row **+** startOffset**;**

stringJoiner **=** **new** StringJoiner**(**""**);**

**do** **{**

stringJoiner**.**add**(**board**[**column**++][**auxRow**--].**toString**());**

**}** **while** **(**column **<** COLUMNS **&&** auxRow **>=** 0**);**

**if** **(**winPattern**.**matcher**(**stringJoiner**.**toString**()).**matches**())** **{**

winner **=** currentPlayer**;**

System**.**out**.**println**(**currentPlayer **+** " wins"**);**

**}**

**}**

public boolean isFinished**()** **{**

**if** **(**winner **!=** **null)** **return** **true;**

int numOfDiscs **=** 0**;**

**for** **(**int col **=** 0**;** col **<** COLUMNS**;** **++**col**)** **{**

numOfDiscs **+=** getNumberOfDiscsInColumn**(**col**);**

**}**

**if** **(**numOfDiscs **>=** COLUMNS **\*** ROWS**)** **{**

System**.**out**.**println**(**"It's a draw"**);**

**return** **true;**

**}**

**return** **false;**

**}**

public static void main**(**String**[]** args**)** **{**

Connect4 game **=** **new** Connect4**();**

Scanner scanner **=** **new** Scanner**(**System**.**in**);**

**while** **(!**game**.**isFinished**())** **{**

System**.**out**.**println**(**"Where do the next disc should be placed?"**);**

game**.**putDisc**(**scanner**.**nextInt**());**

**}**

**}**

**}**

===

Requirement 1

The board is composed by seven horizontal and six vertical empty positions**.**

**Tests**

public class Connect4TDDSpec **{**

private Connect4TDD tested**;**

@Before

public void beforeEachTest**()** **{**

tested **=** **new** Connect4TDD**();**

**}**

@Test

public void whenTheGameIsStartedTheBoardIsEmpty**()** **{**

assertThat**(**tested**.**getNumberOfDiscs**(),** is**(**0**));**

**}**

**}**

**...**

**Code**

public class Connect4TDD **{**

public int getNumberOfDiscs**()** **{**

**return** 0**;**

**}**

**}**

**===**

Requirement 2

This is the implementation of the second requirement**.**

**Tests**

Players introduce discs on the top of the columns**.** An introduced disc drops down the board **if** the column is empty**.** Future discs introduced in the same column will stack over the previous ones**.** We can split **this** requirement into the following tests**:**

• When a disc is inserted into an empty column**,** its position is 0

• When a second disc is inserted into the same column**,** its position is 1

• When a disc is inserted into the board**,** the total number of discs increases

• When a disc is put outside the boundaries**,** a Runtime Exception is thrown

• When a disc is inserted in to a column and there's no room available for it, then a Runtime Exception is thrown

Also**,** these other tests are derived from the first requirement**.** They are related to the board limits or board behaviour**.**

@Test

public void

whenDiscOutsideBoardThenRuntimeException**()** **{**

int column **=** **-**1**;**

exception**.**expect**(**RuntimeException**.**class**);**

exception**.**expectMessage**(**"Invalid column " **+** column**);**

tested**.**putDiscInColumn**(**column**);**

**}**

@Test

public void

whenFirstDiscInsertedInColumnThenPositionIsZero**()** **{**

int column **=** 1**;**

assertThat**(**tested**.**putDiscInColumn**(**column**),** is**(**0**));**

**}**

@Test

public void

whenSecondDiscInsertedInColumnThenPositionIsOne**()** **{**

int column **=** 1**;**

tested**.**putDiscInColumn**(**column**);**

assertThat**(**tested**.**putDiscInColumn**(**column**),** is**(**1**));**

**}**

@Test

public void whenDiscInsertedThenNumberOfDiscsIncreases**()** **{**

int column **=** 1**;**

tested**.**putDiscInColumn**(**column**);**

assertThat**(**tested**.**getNumberOfDiscs**(),** is**(**1**));**

**}**

@Test

public void whenNoMoreRoomInColumnThenRuntimeException**()** **{**

int column **=** 1**;**

int maxDiscsInColumn **=** 6**;** // the number of rows

**for** **(**int times **=** 0**;** times **<** maxDiscsInColumn**;** **++**times**)** **{**

tested**.**putDiscInColumn**(**column**);**

**}**

exception**.**expect**(**RuntimeException**.**class**);**

exception**.**expectMessage**(**"No more room in column " **+** column**);**

tested**.**putDiscInColumn**(**column**);**

**}**

**...**

**Code**

private static final int ROWS **=** 6**;**

private static final int COLUMNS **=** 7**;**

private static final String EMPTY **=** " "**;**

private String**[][]** board **=** **new** String**[**ROWS**][**COLUMNS**];**

public Connect4TDD**()** **{**

**for** **(**String**[]** row **:** board**)**

Arrays**.**fill**(**row**,** EMPTY**);**

**}**

public int getNumberOfDiscs**()** **{**

**return** IntStream**.**range**(**0**,** COLUMNS**).**map**(this::**getNumberOfDiscsInColumn**).**sum**();**

**}**

private int getNumberOfDiscsInColumn**(**int column**)** **{**

**return** **(**int**)** IntStream**.**range**(**0**,** ROWS**).**filter**(**row **->** **!**EMPTY**.**equals**(**board**[**row**][**column**])).**count**();**

**}**

public int putDiscInColumn**(**int column**)** **{**

checkColumn**(**column**);**

int row **=** getNumberOfDiscsInColumn**(**column**);**

checkPositionToInsert**(**row**,** column**);**

board**[**row**][**column**]** **=** "X"**;**

**return** row**;**

**}**

private void checkColumn**(**int column**)** **{**

**if** **(**column **<** 0 **||** column **>=** COLUMNS**)**

**throw** **new** RuntimeException**(**"Invalid column " **+** column**);**

**}**

private void checkPositionToInsert**(**int row**,** int column**)** **{**

**if** **(**row **==** ROWS**)**

**throw** **new** RuntimeException**(**"No more room in column " **+** column**);**

**}**

**===**

Requirement 3

The third requirement specifies the game logic**.**

**Tests**

It is a two**-**person game**,** so there is one colour **for** each player**.** One player uses red **(**'R'**)** and the other one uses green **(**'G'**).** Players alternate turns**,** inserting one disc every time**.**

@Test

public void

whenFirstPlayerPlaysThenDiscColorIsRed**()** **{**

assertThat**(**tested**.**getCurrentPlayer**(),** is**(**"R"**));**

**}**

@Test

public void whenSecondPlayerPlaysThenDiscColorIsRed**()** **{**

int column **=** 1**;**

tested**.**putDiscInColumn**(**column**);**

assertThat**(**tested**.**getCurrentPlayer**(),** is**(**"G"**));**

**}**

**...**

**Code**

A couple of methods need to be created to cover **this** functionality**.**

The switchPlayer method is called before returning the row in the putDiscInColumn method**:**

private static final String RED **=** "R"**;**

private static final String GREEN **=** "G"**;**

private String currentPlayer **=** RED**;**

public Connect4TDD**()** **{**

**for** **(**String**[]** row **:** board**)**

Arrays**.**fill**(**row**,** EMPTY**);**

**}**

public String getCurrentPlayer**()** **{**

**return** currentPlayer**;**

**}**

private void switchPlayer**()** **{**

**if** **(**RED**.**equals**(**currentPlayer**))**

currentPlayer **=** GREEN**;**

**else** currentPlayer **=** RED**;**

**}**

public int putDiscInColumn**(**int column**)** **{**

**...**

switchPlayer**();**

**return** row**;**

**}**

**===**

Requirement 4

Next**,** we should let the player know the status of the game**.**

We want feedback when either an event or an error occurs within the game**.** The output shows the status of the board on every move**.**

**Tests**

As we are throwing exceptions when an error occurs**,** **this** is already covered**,** so we only need to implement these two tests**.** Furthermore**,** **for** the sake of testability**,** we need to introduce a parameter within the constructor**.** By introducing **this** parameter**,** the output becomes easier to test**:**

private OutputStream output**;**

@Before

public void beforeEachTest**()** **{**

output **=** **new** ByteArrayOutputStream**();**

tested **=** **new** Connect4TDD**(**

**new** PrintStream**(**output**));**

**}**

@Test

public void

whenAskedForCurrentPlayerTheOutputNotice**()** **{**

tested**.**getCurrentPlayer**();**

assertThat**(**output**.**toString**(),**

containsString**(**"Player R turn"**));**

**}**

@Test

public void

whenADiscIsIntroducedTheBoardIsPrinted**()** **{**

int column **=** 1**;**

tested**.**putDiscInColumn**(**column**);**

assertThat**(**output**.**toString**(),**

containsString**(**"| |R| | | | | |"**));**

**}**

**...**

**Code**

One possible implementation is to pass the above tests**.** As you can see**,** the class constructor now has one parameter**.** This parameter is used in several methods to print the event or action description**:**

private static final String DELIMITER **=** "|"**;**

public Connect4TDD**(**PrintStream out**)** **{**

outputChannel **=** out**;**

**for** **(**String**[]** row **:** board**)**

Arrays**.**fill**(**row**,** EMPTY**);**

**}**

public String getCurrentPlayer**()** **{**

outputChannel**.**printf**(**"Player %s turn%n"**,** currentPlayer**);**

**return** currentPlayer**;**

**}**

private void printBoard**()** **{**

**for** **(**int row **=** ROWS **-** 1**;** row **>=** 0**;** row**--)** **{**

StringJoiner stringJoiner **=** **new** StringJoiner**(**DELIMITER**,** DELIMITER**,** DELIMITER**);**

Stream**.**of**(**board**[**row**]).**forEachOrdered**(**stringJoiner**::**add**);**

outputChannel**.**println**(**stringJoiner**.**toString**());**

**}**

**}**

public int putDiscInColumn**(**int column**)** **{**

**...**

printBoard**();**

switchPlayer**();**

**return** row**;**

**}**

**===**

Requirement 5

This requirement tells the system whether the game is finished**.**

When no more discs can be inserted**,** the game finishes and it is considered a draw**.**

**Tests**

There are two conditions to test**.** The first condition is that **new** games must be unfinished**;** the second condition is that full board games must be finished**:**

@Test

public void whenTheGameStartsItIsNotFinished**()** **{**

assertFalse**(**"The game must not be finished"**,** tested**.**isFinished**());**

**}**

@Test

public void whenNoDiscCanBeIntroducedTheGamesIsFinished**()** **{**

**for** **(**int row **=** 0**;** row **<** 6**;** row**++)**

**for** **(**int column **=** 0**;** column **<** 7**;** column**++)**

tested**.**putDiscInColumn**(**column**);**

assertTrue**(**"The game must be finished"**,** tested**.**isFinished**());**

**}**

**Code**

An easy and simple solution to these two tests is as follows**:**

public boolean isFinished**()** **{**

**return** getNumberOfDiscs**()** **==** ROWS **\*** COLUMNS**;**

**}**

**===**

Requirement 6

This is the first win condition requirement**.**

If a player inserts a disc and connects more than three discs of his color in a straight vertical line**,** then that player wins**.**

Tests

In fact**,** **this** requires one single check**.** If the current inserted disc connects other three discs in a vertical line**,** the current player wins the game**:**

**Tests**

@Test

public void when4VerticalDiscsAreConnectedThenPlayerWins**()** **{**

**for** **(**int row **=** 0**;** row **<** 3**;** row**++)** **{**

tested**.**putDiscInColumn**(**1**);** // R

tested**.**putDiscInColumn**(**2**);** // G

**}**

assertThat**(**tested**.**getWinner**(),** isEmptyString**());**

tested**.**putDiscInColumn**(**1**);** // R

assertThat**(**tested**.**getWinner**(),** is**(**"R"**));**

**}**

**Code**

There are a couple of changes to the putDiscInColumn method**.** Also**,** a **new** method called checkWinner has been created**:**

private static final int DISCS\_TO\_WIN **=** 4**;**

private String winner **=** ""**;**

private void checkWinner**(**int row**,** int column**)** **{**

**if** **(**winner**.**isEmpty**())** **{**

String colour **=** board**[**row**][**column**];**

Pattern winPattern **=** Pattern**.**compile**(**".\*" **+** colour **+** "{" **+** DISCS\_TO\_WIN **+** "}.\*"**);**

String vertical **=** IntStream**.**range**(**0**,** ROWS**).**mapToObj**(**r **->** board**[**r**][**column**]).**reduce**(**String**::**concat**).**get**();**

**if** **(**winPattern**.**matcher**(**vertical**).**matches**())**

winner **=** colour**;**

**}**

**}**

**Development practices**

Practices listed in **this** section are focused on the best way to write tests**.**

1**-** Write the simplest code to pass the test**:** Benefits **->** It ensures cleaner and clearer design**;** avoids unnecessary features**.**

The idea is that the simpler the implementation**,** the better and easier it is to maintain the product**.** The idea adheres to the keep it simple stupid **(**KISS**)** principle**.** This states that most systems work best **if** they are kept simple rather than made complex**;** therefore**,** simplicity should be a key goal in design**,** and unnecessary complexity should be avoided**.**

2**-** Write assertions first**,** act later**:** Benefits **->** This clarifies the purpose of the requirements and tests early**.**

Once the assertion is written**,** the purpose of the test is clear and the developer can concentrate on the code that will accomplish that assertion and**,** later on**,** on the actual implementation**.**

3**-** Minimize assertions in each test**:** Benefits **->** This avoids assertion roulette**;** allows execution of more asserts**.**

If multiple assertions are used within one test method**,** it might be hard to tell which of them caused a test failure**.** This is especially common when tests are executed as part of the continuous integration process**.** If the problem cannot be reproduced on a developer's machine (as may be the case if the problem is caused by environmental issues), fixing the problem may be difficult and time consuming.

@Test

public final void whenOneNumberIsUsedThenReturnValueIsThatSameNumber**()** **{**

Assert**.**assertEquals**(**3**,** StringCalculator**.**add**(**"3"**));**

**}**

@Test

public final void whenTwoNumbersAreUsedThenReturnValueIsTheirSum**()** **{**

Assert**.**assertEquals**(**3**+**6**,** StringCalculator**.**add**(**"3,6"**));**

**}**

The preceding code contains two specifications that clearly define what the objective of those tests is**.** By reading the method names and looking at the **assert,** there should be clarity on what is being tested**.** Consider the following **for** example**:**

@Test

public final void whenNegativeNumbersAreUsedThenRuntimeExceptionIsThrown**()** **{**

RuntimeException exception **=** **null;**

**try** **{**

StringCalculator**.**add**(**"3,-6,15,-18,46,33"**);**

**}** **catch** **(**RuntimeException e**)** **{**

exception **=** e**;**

**}**

Assert**.**assertNotNull**(**"Exception was not thrown"**,** exception**);**

Assert**.**assertEquals**(**"Negatives not allowed: [-6, -18]"**,**

exception**.**getMessage**());**

**}**

This specification has more than one **assert,** but they are testing the same logical unit of functionality**.** The first **assert** is confirming that the exception exists**,** and the second that its message is correct**.** When multiple asserts are used in one test method**,** they should all contain messages that explain the failure**.** This way debugging the failed **assert** is easier**.** In the **case** of one **assert** per test method**,** messages are welcome**,** but not necessary since it should be clear from the method name what the objective of the test is**.**

@Test

public final void whenAddIsUsedThenItWorks**()** **{**

Assert**.**assertEquals**(**0**,** StringCalculator**.**add**(**""**));**

Assert**.**assertEquals**(**3**,** StringCalculator**.**add**(**"3"**));**

Assert**.**assertEquals**(**3**+**6**,** StringCalculator**.**add**(**"3,6"**));**

Assert**.**assertEquals**(**3**+**6**+**15**+**18**+**46**+**33**,**

StringCalculator**.**add**(**"3,6,15,18,46,33"**));**

Assert**.**assertEquals**(**3**+**6**+**15**,** StringCalculator**.**add**(**"3,6n15"**));**

Assert**.**assertEquals**(**3**+**6**+**15**,**

StringCalculator**.**add**(**"//;n3;6;15"**));**

Assert**.**assertEquals**(**3**+**1000**+**6**,**

StringCalculator**.**add**(**"3,1000,1001,6,1234"**));**

**}**

This test has many asserts**.** It is unclear what the functionality is**,** and **if** one of them fails**,** it is unknown whether the rest would work or not**.** It might be hard to understand the failure when **this** test is executed through some of the CI tools**.**

**GAME OF LIFE**

**1- TO PRINT A TABLE**
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 **int alto**;  
 **int ancho**;  
 **int**[][] **tablero**;  
  
 **public AppGame**(**int** alto, **int** ancho){  
 **this**.**alto** = alto;  
 **this**.**ancho** = ancho;  
 **this**.**tablero** = **new int**[alto][ancho];  
 }  
  
 **public void imprimeTablero**(){  
 System.***out***.println(**"=========="**);  
 **for**(**int** y = 0; y < **alto** ; y++){  
 String line = **"|"**;  
 **for**(**int** x = 0; x < **ancho** ; x++){  
 **if**(**this**.**tablero**[y][x] == 0){  
 line += **"."**;  
 } **else** {  
 line += **"\*"**;  
 }  
 }  
 line += **"|"**;  
 System.***out***.println(line);  
 }  
 System.***out***.println(**"==========\n"**);  
 }  
  
 **public void setAlive**(**int** y, **int** x){  
 **this**.**tablero**[y][x] = 1;  
 }  
  
 **public void setDead**(**int** y, **int** x){  
 **this**.**tablero**[y][x] = 0;  
 }  
  
 **public static void main**(String[] args){  
 **AppGame appGame = new AppGame(4, 8);  
 appGame.setAlive(2, 2);  
 appGame.setAlive(2, 3);  
 appGame.setAlive(2, 4);  
  
 appGame.imprimeTablero();** }  
}

2- SABER CUANTOS VECINOS TENGO VIVOS

**public class** AppGame{  
  
**…**   
 **public int** getVecinosVivos(**int** y, **int** x){  
 **int** count = 0;  
 count += **this**.**tablero**[y-1][x-1];  
 count += **this**.**tablero**[y][x-1];  
 count += **this**.**tablero**[y+1][x-1];  
  
 count += **this**.**tablero**[y-1][x];  
 count += **this**.**tablero**[y+1][x];  
  
 count += **this**.**tablero**[y-1][x+1];  
 count += **this**.**tablero**[y][x+1];  
 count += **this**.**tablero**[y+1][x+1];  
  
 **return** count;  
 }  
  
…

**public static void** main(String[] args){  
 AppGame appGame = **new** AppGame(4, 8);  
 appGame.setAlive(2, 2);  
 appGame.setAlive(2, 3);  
 appGame.setAlive(2, 4);  
  
 appGame.imprimeTablero();  
  
 System.***out***.println(appGame.getVecinosVivos(2, 3));  
  
 }  
}

**JUEGO FINAL CON 8 COLUMNAS y 6 FILAS (6 de ALTO y 8 de ANCHO)**

**TDD**

**import** org.junit.Before;  
**import** org.junit.Test;  
**import static** org.junit.Assert.*assertEquals*;

**public class AppGameTest**{  
  
 AppGame **appGame**;  
  
 @Before  
 **public void** setUp(){  
 **appGame** = **new** AppGame(6, 8);  
 }  
  
 @Test  
 **public void** testTieneDosVecinosVivos(){  
 **appGame**.setAlive(2, 2);  
 **appGame**.setAlive(2, 3);  
 **appGame**.setAlive(2, 4);  
 *assertEquals*(2,**appGame**.getVecinosVivos(2, 3));  
 }  
}

…

**public class** AppGame{  
  
 **int alto**;  
 **int ancho**;  
 **int**[][] **tablero**;  
  
 **public** AppGame(**int** alto, **int** ancho){  
 **this**.**alto** = alto;  
 **this**.**ancho** = ancho;  
 **this**.**tablero** = **new int**[alto][ancho];  
 }  
  
 **public void** imprimeTablero(){  
 System.***out***.println(**"=========="**);  
 **for**(**int** y = 0; y < **alto**; y++){  
 String line = **"|"**;  
 **for**(**int** x = 0; x < **ancho**; x++){  
 **if**(**this**.**tablero**[y][x] == 0){ *// RECORRO VERTICAL!!!* line += **"."**;  
 } **else**{  
 line += **"\*"**;  
 }  
 }  
 line += **"|"**;  
 System.***out***.println(line);  
 }  
 System.***out***.println(**"=========="**);  
 }  
  
 **public void** setAlive(**int** y, **int** x){  
 **this**.**tablero**[y][x] = 1;  
 }  
  
 **public void** setDead(**int** y, **int** x){  
 **this**.**tablero**[y][x] = 0;  
 }  
  
 **public int** getVecinosVivos(**int** y, **int** x){  
 **int** count = 0;  
  
 count += esFrontera(y - 1, x - 1);  
 count += esFrontera(y, x - 1);  
 count += esFrontera(y + 1, x - 1);  
  
 count += esFrontera(y - 1, x);  
 count += esFrontera(y + 1, x);  
  
 count += esFrontera(y - 1, x + 1);  
 count += esFrontera(y, x + 1);  
 count += esFrontera(y + 1, x + 1);  
  
 **return** count;  
 }  
  
 **public int** esFrontera(**int** y, **int** x){  
 **if**(y < 0 || y >= **alto**){  
 **return** 0;  
 }  
  
 **if**(x < 0 || x >= **ancho**){  
 **return** 0;  
 }  
 **return this**.**tablero**[y][x];  
 }  
  
 **public void** siguientePaso(){  
 **int**[][] nuevoTablero = **new int**[**alto**][**ancho**];  
  
 **for**(**int** y = 0; y < **alto**; y++){  
 **for**(**int** x = 0; x < **ancho**; x++){  
 **int** vecinosVivos = getVecinosVivos(y, x);  
  
 **if**(esFrontera(y, x) == 1){  
 **if**(vecinosVivos < 2){  
 nuevoTablero[y][x] = 0;  
 } **else if**(vecinosVivos == 2 || vecinosVivos == 3){  
 nuevoTablero[y][x] = 1;  
 } **else if**(vecinosVivos > 3){  
 nuevoTablero[y][x] = 0;  
 }  
 } **else**{  
 **if**(vecinosVivos == 3){  
 nuevoTablero[y][x] = 1;  
 }  
 }  
 }  
 }  
 **this**.**tablero** = nuevoTablero;  
 }  
  
 **public static void** main(String[] args){  
 AppGame appGame = **new** AppGame(6, 8);  
  
 appGame.setAlive(2, 2);  
 appGame.setAlive(2, 3);  
 appGame.setAlive(2, 4);  
  
 appGame.imprimeTablero();  
  
 System.***out***.println(appGame.getVecinosVivos(2, 3));  
  
 appGame.siguientePaso();  
  
 appGame.imprimeTablero();  
  
 System.***out***.println(appGame.getVecinosVivos(2, 3));  
  
 appGame.siguientePaso();  
  
 appGame.imprimeTablero();  
  
 System.***out***.println(appGame.getVecinosVivos(2, 3));  
  
 }  
}

…
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**OJO CON ESTO**

public static void main**(**String**[]** args**){**

AppGame appGame **=** **new** AppGame**(**6**,** 8**);**

appGame**.**setAlive**(**2**,** 2**);**

appGame**.**setAlive**(**2**,** 3**);**

appGame**.**setAlive**(**2**,** 4**);**

appGame**.**setAlive**(**3**,** 2**);**

appGame**.**setAlive**(**3**,** 3**);**

appGame**.**imprimeTablero**();**

System**.**out**.**println**(**appGame**.**getVecinosVivos**(**2**,** 3**));**

appGame**.**siguientePaso**();**

appGame**.**imprimeTablero**();**

System**.**out**.**println**(**appGame**.**getVecinosVivos**(**2**,** 3**));**

appGame**.**siguientePaso**();**

appGame**.**imprimeTablero**();**

System**.**out**.**println**(**appGame**.**getVecinosVivos**(**2**,** 3**));**

**}**
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**TEST**

**@Test  
public void testMutacion**(){  
 **appGame**.setAlive(2, 2);  
 **appGame**.setAlive(2, 3);  
 **appGame**.setAlive(2, 4);  
 **appGame**.setAlive(3, 2);  
 **appGame**.setAlive(3, 3);  
  
 *assertEquals*(4, **appGame**.getVecinosVivos(2, 3));  
 **appGame**.siguientePaso();  
 *assertEquals*(5, **appGame**.getVecinosVivos(2, 3));  
 **appGame**.siguientePaso();  
 *assertEquals*(3, **appGame**.getVecinosVivos(2, 3));  
}

**COMO SE ITERA UN ARRAY Y SE PINTA!!!**

**public class App**{  
  
 **public static void main**(String[] args){  
  
 String[][] **array** = **new** String[7][4]; // **el array 2d comienza con ‘x’ e ‘y’**  
  
 **for**(**int** i = 0; i < 4; i++){  
 **for**(**int** j = 0; j < 7; j++){  
 **if**(array[j][i] == **null**){  
 array[j][i] = **"\*"**;  
 System.***out***.print(array[j][i]);  
 }  
 }  
 System.***out***.println(**""**);  
 }  
 }  
}

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFsAAABwCAIAAAD+P5s7AAAAAXNSR0IArs4c6QAAAlhJREFUeF7tnMFVwkAURQdrAU42KSDpQAoJ3ZA1FJJ0QANuOIm94JgABwaYl+G44XuzhK/Hf3N5jj5ldjweHdcVgQ9oBAQgEioBEYiomMARHMERReA1R/q6nK3byOe2MTAsGM+Rti7Xbe/cIstHHH27Lmv/wPmyMXBzq6NEendwu9WyrNuDKzLnaSxXO3f4viCxMRC470/x8atrqmL8mKKomu5+2MbAZa8p332z/IQkzx5HiY2B824xQU5336uxqVzVjLJci2Jj4BZB1JGFc/mm6fbbufvyLD63e4/AZXP/+HjZGEjNkV+C3abwjkR0sjEwLDjj9yOBIlOSNfXU997zEHntFP/edz3tq8cRHFHG4AiO4IgigCOKEDmCIziiCOCIIkSO4AiOKAI4ogiRIzjyN47YqHXlFgMset+kV42NWldukdrX2Kh15Rb0vs8Dlt43IEDveyeL+vOR4Xkbta7cgt73YZZwik86j6gDr8nncQRHlNg4giM4ogjgiCJEjuAIjigCOKIIkSM4giOKAI4oQuQIjuCIIoAjitC0HJEdso2BARZNeNKrRnbINgYCJrLBkh2yjQGa8OcBSxNOE373f9ypOUITrk4w1p+fdkKzTuF6P4gkndD+kxqXXXEER5T4OIIjOKII4IgiRI7gCI4oAjiiCJEjOIIjigCOKELkCI7giCLwmiM2im65xQCHJjzJERtFt9wiYEITntJynuDZeKtvucVZFZrwFEdsvNW33CI1R2jCU0801ub5uSbpPGLt9k/aB0dwRImCIziCI4oAjihC5EhI6AeHQ+ztp2yZIgAAAABJRU5ErkJggg==)OJO!!! EL Arrays.toString es solo para unidimensionales primitivos**

**public class App** {  
 **public static void main**(String[] args){  
 **int**[] array = **new int**[]{1, 2, 3, 4, 5, 6};  
 System.***out***.print(Arrays.*toString*(array));  
 }  
}

**[1, 2, 3, 4, 5, 6]**

**FizzBuzz al reves!!!**

**public class BizzBuzz**{  
  
 **public static void main**(String[] args){  
 ***itera*(100);** }  
  
 **public static void itera**(**int** integer){  
 **for**(**int** j = integer; j > 0; j--){  
 **if(j % 3 == 0 && j % 5 == 0){** System.***out***.println(**"FizzBuzz"**);  
 }  
 **else if(j % 3 == 0){** System.***out***.println(**"Fizz"**);  
 }  
 **else if(j % 5 == 0){** System.***out***.println(**"Buzz"**);  
 **} else {** System.***out***.println(j);  
 }  
 }  
 }  
}

…

Buzz

Fizz
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**TWO NUMBERS**

public class **TwoNumbers{**

public static void **main(**String**[]** args**){**

int**[]** array **=** **new** int**[]** **{**2**,**3**,**7**,**4**,**8**};**

int target **=** 7**;**

int**[]** mapping **=** **mapping(**array**,** target**);**

System**.**out**.**println**(**Arrays**.**toString**(**mapping**));**

**}**

private static int**[]** **mapping(**int**[]** numbers**,** int target**){**

Map**<**Integer**,** Integer**>** map **=** **new** HashMap**<>();**

**for(**int i **=** 0**;** i **<** numbers**.**length**;** i**++){**

int eureka **=** target **-** numbers**[**i**];**

**if(**map**.**containsKey**(**eureka**)){**

**return** **new** int**[]** **{**i**,** map**.**get**(**eureka**)};**

**}**

**map.put(numbers[i],i);**

**}**

**return** **new** int**[]** **{-**1**,-**1**};**

**}**

**}**

…

[3, 1]

**STRING REVERSE**

public class **StringReverse** **{**

public static void **main(**String**[]** args**)** **{**

readBack**(**"Hello World!"**);**

System**.**out**.**println**();**

withStrBuilder**(**"Hello World!"**);**

**}**

private static void **readBack(**String string**){**

char**[]** chars **=** string**.toCharArray();**

**for(**int i **=** chars**.**length **-**1**;** i **>=** 0 **;** i**--)** **{**

System**.**out**.**print**(**chars**[**i**]);**

**}**

**}**

public static void **withStrBuilder(**String builder**){**

StringBuilder stringBuilder **=** **new** StringBuilder**(builder);**

StringBuilder **reverse** **=** stringBuilder**.reverse();**

System**.**out**.**print**(reverse.toString());**

**}**

**}**

…

!dlroW olleH

!dlroW olleH

**STRING REVERSE**

public class **RomanWayOne** **{**

public static void **main(**String**[]** args**)** **{**

System**.**out**.**println**(*intToRoman*(**46**));**

**}**

public static String **intToRoman(**int figura**)** **{**

StringBuilder sb **=** **new** StringBuilder**();**

int veces **=** 0**;**

int**[]** **numeros** **=** **new** int**[]** **{** 50**,** 40**,** 10**,** 9**,** 5**,** 4**,** 1 **}** **;**

String**[]** **romanos** **=** **new** String**[]** **{** "L"**,** "XL"**,** "X"**,** "IX"**,** "V"**,** "IV"**,** "I" **};**

**for** **(**int i **=** 0**;** i **<** **numeros.length** **;** i**++)** **{**

veces **=** **figura** **/** **numeros[**i**];** // 1a 46/50 = 0 --- 2a 46/40 = 1

figura **=** **figura** **%** **numeros[**i**];** // 1a 46%50 = 46 --- 2a 46%40 = 6

**while** **(**veces **>** 0**)** **{**

sb**.**append**(romanos[**i**]);**

veces**--;**

**}**

**}**

**return** **sb.toString();**

**}**

**}**

…

**XLVI**

===

public class **RomanWayTwo** **{**

public static String **intToRoman(**int num**)** **{**

String**[]** **teens** **=** **{**""**,** "X"**,** "XX"**,** "XXX"**,** "XL"**,** "L"**,** "LX"**,** "LXX"**,** "LXXX"**,** "XC"**};**

String**[]** **units** **=** **{**""**,** "I"**,** "II"**,** "III"**,** "IV"**,** "V"**,** "VI"**,** "VII"**,** "VIII"**,** "IX"**,** "X"**};**

System**.**out**.**println**((**62 **%** 100**)** **/** 10**);**

System**.**out**.**println**(**62 **%** 10**);**

**return** teens**[** **(**num **%** 100**)** **/** 10 **]** **+** // esto es index 6

units**[**num **%** 10**];** // esto es index 2

**}**

public static void **main(**String**[]** args**)** **{**

System**.**out**.**println**(**intToRoman**(**62**));**

**}**

**}**

**…**

**6**

**2**

**LXII**

**COMO REFACTORIZAR CON LAMBDAS (**[**Mastering Object-oriented Programming in Java**](https://app.pluralsight.com/courses/154a2b14-1de5-471f-8ac6-ff640943b02f/table-of-contents) **--- PLURALSIGHT COURSE 13-04-20)**

**1) Tengo un INTERFACE**

**public interface Painter** {  
 **boolean** isAvailable();  
 Duration estimateTimeToPaint(**double** sqMeters);  
 Money estimateCompensation(**double** sqMeters);  
 String getName();  
}

**2) Una class Money**

**import** java.math.BigDecimal;  
**import** java.math.RoundingMode;  
  
**public class Money** **implements Comparable<Money>** {  
 **private** BigDecimal **amount**;  
  
 **private** BigDecimal getAmount() { **return this**.**amount**; }  
  
 **public static** Money *ZERO* =  
 **new** Money(BigDecimal.***ZERO***.setScale(2, RoundingMode.***HALF\_UP***));  
  
 **public** Money(BigDecimal amount) {  
 **this**.**amount** = amount.setScale(2, RoundingMode.***HALF\_UP***);  
 }  
  
 **public** Money scale(**long** multiply, **long** divide) {  
 **return this**.scale(**new** BigDecimal(multiply), **new** BigDecimal(divide));  
 }  
  
 **public** Money scale(**double** factor) {  
 BigDecimal newAmount = **this**.getAmount().multiply(**new** BigDecimal(factor));  
 **return new** Money(newAmount);  
 }  
  
 **public** Money add(Money other) {  
 **return new** Money(**this**.getAmount().add(other.getAmount()));  
 }  
  
 **private** Money scale(BigDecimal multiply, BigDecimal divide) {  
 **return new** Money(**this**.getAmount().multiply(multiply).divide(divide, 2, RoundingMode.***HALF\_UP***));  
 }  
  
 **public int** compareTo(Money other) {  
 **return this**.getAmount().compareTo(other.**amount**);  
 }  
  
 **public** String toString() {  
 **return "$"** + **this**.getAmount();  
 }  
}

**3) Como lo implemento para saber cual es el pintor mas barato:**

**public class Demo** {  
 **private static** Painter findCheapest1(**double** sqMeters, List<Painter> painters) {  
 Money lowestCost = Money.*ZERO*;  
 Painter winner = **null**;  
  
 **for** (Painter candidate: painters) {  
 **if** (candidate.isAvailable()) {  
 Money cost = candidate.estimateCompensation(sqMeters);  
 **if** (winner == **null** || cost.compareTo(lowestCost) <= 0) {  
 winner = candidate;  
 lowestCost = cost;  
 }  
 }  
 }  
 **return** winner;  
 }  
  
 **public void run**() {  
 }  
}

4) UN RUN IRRELEVANTE

**public class App** {  
 **public static void main**(String[] args) {  
 **new Demo**().**run**();

**Demo demo = new Demo();  
demo.run();**

}  
}

…

**MIRA COMO SE REFACTORIZA CON LAMBDAS**

**import** java.util.Comparator;  
**import** java.util.List;  
  
**public class** Demo {  
 **private static** Painter findCheapest1(**double** sqMeters, List<Painter> painters) {  
 **return** painters.stream()  
 .filter(Painter::isAvailable)  
 .min(Comparator.*comparing*(painter -> painter.estimateCompensation(sqMeters)))  
 .get();  
 }  
  
 **private static** Money getTotalCost(**double** sqMeters, List<Painter> painters) {  
 **return** painters.stream()  
 .filter(Painter::isAvailable)  
 .map(painter -> painter.estimateCompensation(sqMeters))  
 .reduce(Money::add)  
 .orElse(Money.*ZERO*);  
 }  
  
 **public void run**() {  
 }  
}

…

**REFACTORIZO EL METODO CON OPTIONAL**

import java.util.Optional;

public class Demo {

**private static** Optional<Painter> findCheapest1(**double** sqMeters, List<Painter> painters) {  
 **return** painters.stream()  
 .filter(Painter::isAvailable)  
 .min(Comparator.*comparing*(painter -> painter.estimateCompensation(sqMeters)));  
 }

…

}

**REALIZO UNA MEJOR REFACTORIZACION**

**import** java.util.Comparator;  
**import** java.util.List;  
**import** java.util.Optional;  
  
**public class** Demo {  
 **private static** Optional<Painter> findCheapest1(**double** sqMeters, List<Painter> painters) {  
 **return** painters.stream()  
 .filter(Painter::isAvailable)  
 .min(Comparator.*comparing*(painter -> painter.estimateCompensation(sqMeters)));  
 }  
  
 **private static** Optional<Painter> findCheapest2(**double** sqMeters, List<Painter> painters) {  
 **return** Painter.*stream*(painters).available().cheapest(sqMeters);  
 }  
  
 **private static** Money getTotalCost(**double** sqMeters, List<Painter> painters) {  
 **return** painters.stream()  
 .filter(Painter::isAvailable)  
 .map(painter -> painter.estimateCompensation(sqMeters))  
 .reduce(Money::add)  
 .orElse(Money.*ZERO*);  
 }  
  
 **public void** run() {  
 }  
}

…

**import** java.time.Duration;  
**import** java.util.List;  
  
**public interface** Painter {  
 **boolean** isAvailable();  
 Duration estimateTimeToPaint(**double** sqMeters);  
 Money estimateCompensation(**double** sqMeters);  
 String getName();  
  
 **static** PaintersStream stream(List<Painter> painters) {  
 **return new** PaintersStream(painters.stream());  
 }  
}

…

**import** java.util.Comparator;  
**import** java.util.Optional;  
**import** java.util.stream.Stream;  
  
**public class PaintersStream** **implements ForwardingStream<Painter>** {  
 **private** Stream<Painter> **stream**;  
  
 **public PaintersStream**(Stream<Painter> stream) {  
 **this**.**stream** = stream;  
 }  
  
 **@Override** // es el unico metodo, es un interface functional!!! Los demas son DEFAULT!!!  
 **public** Stream<Painter> **getStream**() { **return this**.**stream**; }  
  
 **public** PaintersStream **available**() {  
 **return new** PaintersStream(**this**.getStream().filter(Painter::isAvailable));  
 }  
  
 **public** Optional<Painter> **cheapest**(**double** sqMeters) {  
 **return this**.**getStream**()  
 .**min**(Comparator.*comparing*(painter -> painter.estimateCompensation(sqMeters)));  
 }

// Lo anado en la siguiente MEJORA

public Optional<Painter> **fastest**(double sqMeters) {

return **this.getStream()**

**.min(Comparator.comparing(painter -> painter.estimateTimeToPaint(sqMeters)));**

}

}

…

**import** java.util.Comparator;  
**import** java.util.Iterator;  
**import** java.util.Optional;  
**import** java.util.Spliterator;  
**import** java.util.function.\*;  
**import** java.util.stream.\*;  
  
**public interface ForwardingStream**<T> **extends Stream**<T> {  
 **Stream<T> getStream();** **default** Stream<T> filter(Predicate<? **super** T> predicate) { **return this**.getStream().filter(predicate); }  
 **default** <R> Stream<R> map(Function<? **super** T, ? **extends** R> mapper) { **return this**.getStream().map(mapper); }  
 **default …**

…

}